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Abstract: - In this paper we propose a distributed Kerberos architecture in which each mobile client runs her own 
Kerberos ticket granting server. Each of these individual TGS may provide tickets only for data that is owned by the 
mobile (user) on behalf of which it is executed. In addition the initial authentication phase can be done by the standard 
Kerberos approach as well as based on PKI using certificate chains. So our architecture gives the user back control over 
her personal data and it provides better scalability to the context aware platform. It also opens up the Kerberos 
approach for environments in which the mobile client discovers new services, which are not registered at its platform, 
i.e. at the Kerberos server. Our measurements indicate that running a ticket granting server on the mobile device does 
not inhibit a real burden. Compiling a ticket is done in about 100ms at 238 MHz and the client application size of our 
Java implementation is less than 50kByte.  
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1   Introduction 
Privacy has been identified already several years ago as 
one of the major concerns of Internet users [2, 7]. The 
risk for privacy will increase when contest-aware or 
ambient intelligence systems are in place [6, 8]. The lack 
of privacy may become the major pitfall of these 
context-sensitive systems. In order to tackle this problem 
a lot of work has been done. Almost each location-aware 
platform provides some privacy protecting functionality 
[4, 9, 13, 14]. But most of these solutions are focusing 
on protecting the current position, which makes those 
approaches inflexible, i.e. they cannot be applied for 
other context. In addition, the granularity of the 
protection means is quite coarse, i.e. people can be 
visible or invisible, which also restricts the applicability. 

In this paper we present an architecture, which 
enables each user of a certain platform to delegate fine 
grained access rights to her data. The authentication and 
authorization mechanisms are derived from Kerberos 
[12], which is well analysed and known to be secure. 
The core concept of our approach is that each client 
device runs its own Kerberos ticket granting server. So 
each client can delegate access rights for her own data to 
any other client or service the client trusts. This trust 
may be set up by relying on the Kerberos infrastructure 
or by verifying PKI certificates. The major benefits of 
this approach are: 
 
1. The user is back in control, since only the user can 

provide tickets for her data. 

2. The distribution of the ticket granting server 
provides the system with better scalability and 
robustness. 

3. Newly discovered services can get access to user 
data w/o first establishing a trust relationship 
between those services and the platform. 

 
The latter may be of high importance especially in Web 
service based architectures. 

A skeleton implementation of the architecture is 
already finished and the measurements done clearly 
indicate that running a ticket granting server on a state of 
the art mobile device is feasible. Compiling a ticket took 
about 100 ms at 238 MHz.  

The rest of this paper is structured as follows. Section 
2 provides a short state of the art, including Kerberos 
and other work that intends to use Kerberos in wireless 
networks. Then we discuss our architecture. The 
protocols applied are investigated in section 4. The 
measurement results are presented in section 5. The 
paper concludes with a short summary and an outlook on 
further research steps. 
 
 
2   Related work 
Kerberos was developed at MIT in the 80s to provide 
authentication and authorisation in campus computing 
network. Since then it has been revised and improved. 
The current version, Kerberos 5, is used by many 
applications and operating systems.  
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Fig. 1: Standard Kerberos protocol 
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Fig. 2: The PKINIT approach to use PKC in Kerberos 

 
The term Kerberos refers to the protocol and the 

software implementation, but in this paper we use it to 
refer to the protocol only (see Fig.1). 

For all the years of its employment Kerberos has 
been proved to be secure and reliable. The only weak 
point in our opinion is the need for a secure storage of 
secret keys that are a priori selected or agreed. This 
initial problem of key agreement or transfer and the need 
for one secret for each participant registered by the Key 
Distribution Center  (KDC) cause the protocol to be less 
scalable and flexible. To solve these problems several 
approaches have been proposed. To reduce the burden of 
secret key storage public key cryptography has been 
applied to the initial authentication in the PKINIT 
approach (see Fig.2). However, this solution requires an 
employment of external Public Key Infrastructure (PKI). 
Furthermore, the public key operations are said to be 
more computationally expensive. This causes the need 
for investigating the balance between calculation cost 
and secret key management burden in real applications. 

Here we focus on single Realm scenario, but in multi 
Realm application there is additional need to define the 
authentication mechanisms used between KDCs. But this 
issue is out of scope of this paper. 

We also focus on mobile device applications. There 
are several approaches that try to optimise the Kerberos 
for the use on mobile devices. They focus either on the 
limited resources of the device (Charon) or on the ability 
to build ad-hoc networks (Kaman). 

Charon [3] reduces the computations on the mobile 
device by applying a proxy between client and KDC. 
This optimises the operation speed, but causes several 
disadvantages like simply the existence of another 
trusted party and possible latency delays in the 
authentication mechanisms. Similar issues are in M-
PKINIT [5], which combines Charon and PKINIT. 
On the other hand, the idea of Kaman [12] is to use 
Kerberos authentication and authorisation protocol in ad-
hoc networks. In such networks there is a problem with 
node persistence, thus the KDC is distributed between 
mobile nodes that act as authentication servers. 
Additionally, Kaman uses a modified Kerberos protocol 
known as four-pass Kerberos [1] so there is no need for 
the TGS (see Fig.3), i.e., the tickets are prepared by the 
Authentication Service (AS). But this approach still 
requires a priori registration at the distributed KDC and 
storage of information about each user at each mobile 
device that acts as AS. 
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Fig. 3: The protocol of the Kaman approach 

 
 
 
3 Architecture 
In this section we discuss our distributed authorization 
delegation architecture. We first give a short overview of 
how the systems works before we describe in detail the 
architecture on the infrastructure and client side. 
 
 
3.1 Overview - The basic idea 
From our point of view the major challenge when 
protecting user privacy is that the user looses control 
over her data as soon as it is exposed to a certain service 
or other users. We want to tackle this issue by ensuring 
that only the user has the right and the capabilities to 
grant access to her data. There are two basic concepts to 
provide access rights: namely access right lists and 
capabilities. In a very dynamic and highly distributed 
environment, where the user is not the owner of the 
infrastructure in which her data is stored, managing 
access right list by the user is not feasible. So, the choice 
is that the user authorizes services etc. by providing 
capabilities. Kerberos is a system which implements the 
delegation of access rights by providing capabilities, i.e. 
tickets in the Kerberos terminology. Kerberos is known 
to be secure, so relying on this approach helps to reduce 
security flaws in the design to a minimum.  But, there 
are two issues in the Kerberos approach that have to be 
adapted: 
 
1. Kerberos uses a centralized service, i.e. its Ticket 

Granting Server (TGS) to distribute tickets among 
its clients.  

2. Kerberos uses a centralized approach for initial 
authentication and trust set-up. 

 
In the application environment we have in mind, 

there may be some services that are developed on top of 
the context-aware platform and are therefore registered 
at the Kerberos KDC of the platform. But since we talk 
about mobile devices, it seems to be reasonable to 
assume that a user will discover service that needs access 
to the users data but is not already registered at the 
Kerberos KDC. In order to allow the client to use such a 

service the authentication and trust set up has to be 
decentralized. 

The centralized TGS contradicts the idea that the 
user is the only part of the system, which may grant 
access to his/her data. So, each mobile device has to run 
its own TGS. In addition no TGS may be run on the 
infrastructure side.  
 
  
3.2 Infrastructure Architecture  
In the infrastructure we distinguish three functional parts 
(see Fig. 4): 
 
1. The intrinsic platform functionality such as position 

and profile handling, which is needed to provide 
useful services but irrelevant for our further 
discussion. 

2. The Kerberos KDC, which is used for mutual 
authentication between the platform and its 
subscribers (mobile clients and services). 

3. The privacy enforcement part, which ensures that 
data can be accessed only if a valid ticket is 
provided. 

 

Authorisation Verification Component

Communication Interface

Position Profiles
(Device/User)

...

Position
Handling

Profile
Handling

Policy

Context-aware Service Platform

...

Trust Anker

Key DB
Ticket

DB

Kerberos KDC

Privacy 
enforcement

Authorisation Verification Component

Communication Interface

Position Profiles
(Device/User)

...

Position
Handling

Profile
Handling

Policy

Context-aware Service Platform

...

Trust Anker

Key DB
Ticket

DB

Kerberos KDC

Privacy 
enforcement

 
Fig. 4: Architecture of the infrastructure side 

 
The Kerberos KDC provides the usual functionality, but 
only in those cases when both parties i.e. the client and 
the service are registered with the context-aware 
platform. So, it is the initial point to set-up a certain level 
of trust between these parties. Due to the fact that there 
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exists also a chance to set-up trust via certificates using 
public key infrastructure the role of Kerberos is less 
crucial and the system avoids a single point of failure, 
which improves its robustness.  

The essential part is the privacy enforcement part. It 
is responsible to check each incoming ticket. In addition 
to all checks that are done in a standard Kerberos system 
such as checking whether or not it is still valid etc. the 
privacy enforcement part has to check whether the 
issuing TGS may grant access to the data requested. This 
is needed to ensure that malicious clients do not issue 
tickets for other clients’ data. The needed information is 
stored in the policy files. 
 
 
3.3 Client Architecture  
Two services are executed on the client in order to set-up 
trust between the client and a service and to delegate the 
access rights (see Fig. 5). The authentication service 
provides means to verify a TGT presented by the service 
in case both parties are subscribers of the same platform. 
It is also capable to verify a certificate chain delivered by 
the service in case the service is not registered at the 
same platform or if the Kerberos part is down for some 
reason. The data needed to verify the trustworthiness of 
a certain service is stored in the key store and trusted 
certificate authorities file for standard and PKI cases, 
respectively. 

The authorization service compiles a new ticket for a 
certain service if the authentication phase was 
successful. In addition it checks the privacy preferences 
stored in the according policy file to determine details of 
the ticket under preparation such as the kind of the 
access right (read/write), validity time etc. This ticket is 
then send to the service, which presents it to the 
authorization verification component of the platform in 
order to get access to the requested data. 
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Fig. 5: Architecture of the client side 

 
 
4 The protocol 

To explain the protocol flow of our approach we will 
provide a simple scenario. Suppose that there is a mobile 
client C1 that is registered in the architecture that senses 
current location of this client. This already implies a 
relationship between C1 and infrastructure. The sensed 
data is then stored by the infrastructure and should be 
available only to parties that are authorised by C1 to 
access this data. To simplify the further description we 
refer to the infrastructure components that manage the 
location information and access rights as the info server. 
Imagine that the client C1 performs a service discovery 
operation and finds out that there is a guiding service C2 
that can show her the way to a place she wants to go to. 
However, this guiding service requires the knowledge 
about the current location of C1. Thus, C1 sends a 
service request to C2 with the information that her 
location data is available at the info server and that C2 
needs to authenticate himself to C1 in order to be 
authorized by C1 to access this data. The authentication 
process can be performed in two ways. C2 can prove his 
identity directly to C1 using the certificate chain (see 
Fig.6) or to the Authentication Service (AS) in the 
infrastructure and then request authorisation from C1 to 
access her data at the info server with the Ticket 
Granting Ticket (TGT) from AS (see Fig.7). The main 
difference between these two protocols is that the direct 
authentication and authorisation does not require C2 to 
be registered at the infrastructure. After the 
authentication process, C1, depending on her local 
policy, can provide C2 with a ticket that grants the 
access to C1’s data at the info server. This ticket is 
additionally signed by C1 to assure the info server about 
the source it comes from. 

Due to space limitations we do not show the structure 
of the packets. But all messages used are equivalent to 
the original Kerberos packets, i.e. they have the same 
structure and content. This ensures that our approach is 
as secure as the original Kerberos approach is, and its 
backwards compatability with original approach. The 
major difference is that we use a public key based 
mechanism, i.e. DSA to sign the messages. His is 
necessary to allow the authorization component to verify 
that the ticket was really issued by the client whose data 
is required, in cases in which the KDC of the info server 
is completely omitted. 
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Fig. 6: The protocol with direct authentication (service C2 to client C1) 
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Fig. 7: The protocol with indirect authentication (service C2 to infrastructure AS) 

 
 
5 Measurements 
We implemented our prototype of distributed Kerberos 
application using SUN Java SDK, version 1.4.2. To 
process the tickets we used the Java Authentication and 
Authorisation Service (JAAS). As the context aware 
platform we used our in-house approach PLASMA [10]. 
For the part of Kerberos that was not modified we used 
the MIT Kerberos 5 Release 1.2.7 that is distributed with 
RedHat Linux 9.  

To check the applicability of our approach, we 
measured the time needed by a mobile device to compile 
a ticket. We simulated a mobile device by a Pentium-M 
laptop with CPU clock rate reduced to 238 MHz for a 
first measurement setup and to 595 MHz for the second. 
These two setups are approximately of the performance 
of a typical PDA (250-600MHz). For each CPU speed 
we performed 10 passes. For each pass the client was 
creating the ticket including signing it with the DSA 
signature. We also additionally measured how much 
time the client needs to pack the ticket into a byte stream 
that can be send over the network. The results of our 
measurements are provided in Table 1. 

 
Ticket compilation 
[ms] 

Ticket packing 
[ms] 

 

238 MHz 595 MHz 238 MHz 595 MHz 
1 90 80 3,01 1,1 
2 70 50 2,8 1,1 
3 80 90 3,21 1,2 
4 70 81 2,9 1,1 
5 140 60 2,7 1,17 
6 120 80 2,7 1,1 
7 120 100 2,81 1,2 
8 70 70 2,8 1,11 
9 180 61 2,7 1,1 
10 70 90 3,01 1,15 
average 101 76,2 2,864 1,133 

Table  1: Time measurements 

 
The size of implemented Java Class files is less than 
50kBytes.  

As shown in Table 1, the time needed to compile a 
ticket and pack it to a byte stream is approximately 100 
ms. Thus, our measurements show that it feasible to run 
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the Kerberos Ticket Granting Service on a mobile device 
without exhausting its resources. 
 
 
6 Conclusions 

In this paper we proposed a distributed Kerberos 
architecture in which each mobile client runs own 
Kerberos ticket granting server. Each of these individual 
TGS may provide tickets only for data that is owned by 
the mobile (user) on behalf of which it is executed. In 
addition the initial authentication phase can be done by 
the standard Kerberos approach as well as based on PKI 
using certificate chains. The major benefits of our 
approach are: 
 
1. The user is back in control, since only the user can 

provide tickets for her/his data. 
2. The distribution of the ticket granting server provides 

the system with better scalability and robustness. 
3. Newly discovered services can get access to user 

data w/o first establishing a trust relationship 
between those services and the platform. 

 
Our measurements indicate that running a ticket granting 
server on the mobile device does not inhibit a real 
burden. Compiling a ticket is done in about 100ms at 
238 MHz and the client application size is less than 
50kByte.  

In our next research steps we will focus on 
measurements of the whole protocol, and set up 
experiments to verify the benefit of our approach with 
respect to scalability. We also intend to migrate the 
implementation on a PDA as soon as modular Kerberos 
support is provided. Then we are going to use our own 
AES and Elliptic Curve Cryptography (ECC) 
implementations to replace DES and RSA (or DSA) 
respectively. We expect a significant gain with respect to 
processing time, if these cipher mechanisms are applied.  
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