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Abstract: "Complexity will be the science of the 21st Century." This paper will focus on the law of software defect growth and number of software defect. And it also gives the explanation of relation between software defects and environment and of environmental influence on software defects by the methods of system science, chaos-fractals theory, dissipative structures and evolution theory. The author believes that the software defect system may be in one of the three ways, stable development condition, periodic change condition, and paroxysmal chaos condition. And he also comes to the conclusion of early quality control being important from the angle of chaos-fractals and evolutionary theory.
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1 Introduction (
Prof Stephen Hawking has said, "Complexity will be the science of the 21st Century."[1] Software defect system is a complex one and its behaviors are of quite complexity. These are the inevitable outcomes of software evolution. For the reason, the discussion or research to the problem must be made from the point of view of complexity. 
The simulation of living beings becomes a research trend, which may make some new methods out. Being greatly inspired by nature, some researchers simulated the process of living beings evolution to resolve the actual problems and originated a new field of study, evolutionary computation. The ecological research is the new ideas that can help us understand our environment. [2]

As a better tool, recently, many researchers have achieved good results with the aid of chaotic fractal theory as a part of complexity science. The researched results mainly were in the field of graphics and circuit, but some start to explore the issue of software quality by the method of chaotic theory [3] [4]. The two papers gave exploration for the prediction of software failure by the time series method of chaotic theory.

This paper is the theoretic exploration of the relation between software defects and environment and of environmental influence on software defects. And it is divided into four major sections. Section one opens with introduction. The second section is the related concepts. In Section three, the author will analyze of the ecological relation of both software defects and environment, and explain the chaotic characteristics and fractal growing ways of software defect system. And the summary and conclusion is given in the last section.
2 Ecosystem And Population

2.1 Ecosystem [5][6]
Ecosystem is an organizational environment including interactive parts which may be organisms or non-organisms. The system is a feedback cycle all of its parts interact to achieve a certain level of self-control.

Any organism must live in some environment, comprising various factors called environmental factors, and be closely related with the environment and in interaction with it. Anyone of environmental factors may be called eco-factor if it can make a great impact on an organism. There is the complicated relation between organism and its environment. Anyone of eco-factors can product an impact on an organism, but not all of them has the equal importance on it in some time. The most important ones among them are called limiting factors, which can make a tolerance of the organism over the critical parameter of maximum or minimum so that it may be harmed or die.

The position and influence of an organism population in an ecosystem often change because of the complicated interaction between the organism and its environment. In a biosphere, human being is such a population who has the greatest and strongest influence over the other. He is reforming the biosphere according to his interest and profit while he will kill old species and create new ones.

2.2 Population Increase Rate [5][6][7]
First of all, the section will introduce several often-seen concepts in order easily to read the following contents. A population is a set of organism in a given area, and population increase rate is the ratio of organism number increasing or reducing to time. And Population density is the number of organisms per unit area.

In addition, in real environment, ecologists still discovered that the actual curve often like one of the two pictures in Figure 1, which often conform to objective reality.
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The biologist Robert May published his Chaotic Logistic Population Model in the Nature in 1976. Mathematically this can be written as
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. It gave the dynamic mathematical relation of predator-prey for common resource.

2.3 Dissipative Structures [8]
A dissipative structure is an open system which is operating far from thermodynamic equilibrium within an environment that exchanges energy, matter or entropy. A dissipative system is characterized by the spontaneous appearance of a complex, sometimes chaotic, structure. The term dissipative structures was coined by Ilya Prigogine.
3、Analysis of Software Defect Growth
3.1 Software Ecosystem
Software ecosystem is an organizational environment including interactive parts in it that may be software or non- software. It also is a feedback cycle or chain all the parts in which interact to achieve a certain level of self-control.

Software must live in an environment and be closely related with the environment and in interaction with it, which comprises various factors called environmental factors. Anyone of environmental factors may be called eco-factor if it can make a great impact on software. There is the complicated relation between software and its environment. Anyone of eco-factors may product a great impact on the software, but not all of them have the equal importance on it. The most important ones among them are called limiting factors, which can make the tolerance of the software over the critical parameter of maximum or minimum so that it may be harmed or die.

The position and influence of a software population in a software ecosystem often change because of the complicated relation between software and its environment. And the relation consists of negative-interaction and positive-interaction. The former is the interactive struggle of software defect populations for obtaining living resources while the later is the cooperation between two software defects, which is called symbiotic relationship including so-called commensalisms (one obtaining profit but another not being harmed) and mutualisms (both obtaining profit).

It is sure that software defects are disturbed by external factors, owing to the fact that growth of software defects is the developing process of being limited and diffused. And the greater external pressure is, the less software defects are. Concretely speaking, there may be less software defects distributed in the area if there is greater pressure from external environment; but there may be more software defects distributed in the area if there is smaller pressure from external environment. All in all, the existence of external resistance will make the total number decrease.

In a software biosphere, man is such a controller who has the greatest and strongest influence over anyone of the others. He is a killer and contriver of software defects and he also is the eco-factor and limiting one. During software process, man is predator and software defect is prey.
The relation between reviewers and software defects is a negative-positive feedback cycle, and the results of their interaction may make the software defects decrease. Software defects drop if reviewers increase, and vice versa. The relation will trend a stable condition or come to a relative balance through a series of fighting process. But such a peace may be broken at any time for a new factor except them in the environment changes. All in all, this is a stable-unstable cycle.

3.3Chaotic analysis of software defects
Software defect system also is a dissipative structure because it is open and far from equilibrium with energy or matter exchanges, meanwhile the system evolves from low-grade to high-grade. This is the process of software product developed and software defects evolved. The software process development will stop and software defect evolution also is over as soon as the dissipative structure disappears during the process.

The process of everything increasing or growing is the one of the negative-positive feedback between the internally growing force and externally limiting environment. At beginning, environmental resistance is small while internal force is weak as well, so growth is slow. With greater interaction and more negative-positive feedback, rapid growth starts; in the meantime environmental resistance become so greater and greater that growth is decelerated but not stop. The entire growing process has to stop if the growing process accumulates to some level and condition does not maintain the further increase. At the time, the thing may be near its end. Generally speaking, the ending ways have three ones including: from-fluctuation-to-stable-change, from-fluctuation-to-periodic-change, or turning-to-chaotic-condition [7][8].

The process of software defect growing also is the one of the negative-positive feedback between internally growing force and externally limiting environment. But the author believes that the entire process may be one of the above three ways. To analyze the detail, software process may be divided into the six phases, which are the preparation one from 
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Figure 2. Paroxysmal Chaos

 


Through the careful observation of the entire software process from the many experiments the author joined in, it can be discovered that the processes between two phases often are in the stable-development or periodic-change condition, and the processes of transitional phases of two phases mostly are in chaotic-condition. Theses phenomena often exist in software process. It may be known from the above analysis that software defect increase may be paroxysmal chaos shown in Figure 2. At the time, the formula (1) can be used. Or the formula (1) cannot be employed to non-chaotic-condition.

The intervals of the chaotic-state are 
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is a small integer. And the intervals of stable state or periodic-change are 
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Why is the software defects system in one condition of the above three ways? Here are the explanations of emerging paroxysmal chaos, stable development and periodic change. During the beginning or ending time of a phase, software defect system may in the condition of not-control, disorder and confusion due to replacement or weakness of management, change and irregularity of work style and production mode, and this is the cause of the chaotic condition. At the beginning of a project, weak management, not-norms of behaviors and so on will make quite a few software defects out and dense, and anyone of small changes may produce the great impact on the defect system because the system is sensitive to initial values from external environment. The phenomenon often may emerge between the end of preparation phase and the beginning of requirement one. The same phenomenon may do between the two phases similarly. However, there is the probability to emerge, stable development or periodic change, as soon as the defect system enters the regular trace. The work style or production mode is the key of which one emerges. It is the periodic change if the process of software development needs the iterated improvements. Or it is the stable development if software development only needs a process to reach the set goal.

3.3 Reasons of software defect growing
During development, software users’ requirement will be divided into several parts and the parts will be done further till not. Through the several times iteration，a tree structure of software requirement will be formed. In the light of the fractal theory, man’s behaviors are similar, hence the big tree branches also are similar with the small ones, and so software structure is fractal structure. In the meantime, software defects also will be bifurcated with the division of software design. Similarly, the tree branches of software defects are the fractal structure as well. Generally, Software functions are subdivided to a certain level, while software defects are led to the level, but the software defects grow restrictedly due to the external pressure. Accordingly, the number of software defects and software bifurcation will be geared to the external pressure and surroundings.

Similarly to the six phases of software development, software defects may be classified into six kinds as shown in Figure 3. Bottom-to-top is a process from requirement to maintenance, and left-to-right is the six kinds, which are the defects of requirement, system design, detail design, programming, testing and maintenance, where 
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 is all defects (including former five phases) in maintenance. According to the analysis above, it is easily concluded that the sum of all software defects in requirement is larger than the sum in system design. Similarly, that in system design is larger than that in detail design. The rest is deduced from these.

Software defect increase has two ways, sexual propagation and asexual one. The former is the complicated combination of two defects and their children are discovered hard in software so that they are killed uneasily. The later is a process of self-decomposition that inherits all nature of mother, and all of children have the same nature. All could be found and killed quite easily as soon as one defect was discovered in the software.

It also is seen in Figure 3 that the earlier software defects are produced, the larger the number and influence of software defects are. Except for the above results, we can also come to a conclusion that the number of software defects increase by the exponential way, not multiple way. Finally, the conclusion can be given of that a defect is eliminated or rectified during the earlier phases is equal to that more defects are done. In fact, this conclusion is very similar to the two former conclusions of software engineering and chaotic theory [11]. The result of software engineering is that the costing of correcting the defects in the late phase is as several times as that in the early phase. And the result of chaotic theory is that a chaotic system is sensitive to an initial value. Therefore, if software system of chaotic characteristics can be disturbed or managed in the early phases, the system may develop to achieve the user’s goal in accordance with the interests and desires of developers.

3.4 Experiments of software defect control

The first experiment was to develop the multimedia teaching software, Database Principle and Its Application, with control, but the second experiment of developing Computer Foundation and Its Application not control. The recorded data filled in Table 1 about the software defects in the two experiments indicate that there is totally different between the two experiment results. The defect total of the second software is 42 times as much as that of the first one. It implies whether the software system is controlled will exert the significant impact over the software process control. 
The experimental results indicate that there is the great difference between control and not-control to software process and the great impact on software defects from management, environment, and improvement.

4、Summary and Conclusion
Ecosystem is the system formed by the interaction of a community of organisms with their physical environment system, in which there are the environmental factors, eco-factors, and limiting factors.
Software defect system is a dissipative structure, which needs to get energy or matter from external environment so that it can develop and evolve. The process of software defect growing is the one of the negative-positive feedback between internally growing force and externally limiting environment. The entire process may be one of the three ways, stable development condition, periodic change condition, and paroxysmal chaos condition.

Software defect increase has two ways, sexual propagation and asexual one. The former is the complicated combination of two defects and their children are discovered hard so that they are killed uneasily. The later is a process of self-decomposition that inherits all nature of mother, and all of children have the same nature. All could be found and killed quite easily as soon as one defect was discovered.

Early quality control is important from the angle of chaos-fractals and evolutionary theory and the conclusion was obtained in software engineering. The experimental results show that the control, especially early control, to software process produces the great impact on the number of software defects. All of these indicate that the conclusion of this paper is correct.
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Table 1. The comparison of defects

	
	Feasibility
	Requirement
	Design
	Test
	Defect total

	The first
	9
	8
	9
	26
	52

	The second
	/
	/
	/
	2191
	2191
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Figure 1. S-shape curve in real environment
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