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Abstract: - Business world and software world coexist and interface when there is a demand to implement an 
information system in business environment.  People in business world have more knowledge in business 
processes and logics of the information system while people in software world have more expertise in building 
software artifacts.  This paper proposes a guideline to help software designers to build a software model, i.e. a 
UML class diagram in this case, from a business process model, i.e. a BPMN diagram which is given by a 
business analyst.  The guideline borrows the idea of object-oriented domain analysis to identify UML classes 
from a business process model and enhance by knowledge about the application domain such as domain-
specific patterns and other kinds of semantics. At this stage, software designers can follow this guideline to 
manually create class diagrams, but it is expected that the guideline can be automated in parts and will 
complement the concept of OMG’s MDA by supporting the building of its PIM. 
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1 Introduction 
OMG’s Model Driven Architecture (MDA) is the 
base architecture for software development with a 
number of modeling standards, which will be used 
to create software models, and turns the models into 
engineering artifacts [1].   Three steps are at the core 
of MDA. First, Platform-Independent Model (PIM) 
is created to model the business logic of the 
software.  It is at the high level of abstraction and is 
independent of any implementation technology.  
Second, PIM is automatically or semi-automatically 
mapped into one or more Platform-Specific Model 
(PSM) which still models the business logics but 
with more details on a specific technology platform 
on which the software system will be implemented 
(such as CORBA, EJB, Web Services platforms, 
database models, and others).  Finally, PSM is 
mapped, again automatically or semi-automatically, 
into implementation code of the target platform.   
MDA separates technology-independent concepts 
from technology-dependent concepts, and supports 
reuse of high level models for their implementation 
onto different platforms.   
     Since MDA starts from PIM which is a software 
model, the motivation of our work is how to 
complement MDA as the world of software still has 
to interface with the world of business.  On top of 
PIM, there are requirements from users in the 
business world, the information from which should 
be analyzed into PIM.  We can start the 

development process with some formal 
‘requirement’ model from the business side, i.e. a 
business process model, before deriving into 
software models.  Business process models describe 
flows of processes or activities within the boundary 
of the business functions [2] and are created by 
business analysts who have good understanding of 
the business requirements, but may not have 
knowledge about how to realize the business 
activities in terms of software modules.  On the 
other hand, software models are constructed by 
software designers who know more about the 
techniques to model the composition and 
cooperation of software modules that collectively 
implement the business functions.  As business 
process models and software models present 
different views of the business applications [2], 
bridging the gap between the two views can help 
software designers to derive PIM.  However, it is 
generally difficult to derive a software model from a 
business process model since business process 
models do not represent directly the building blocks 
of the software to be designed and implemented [3]. 
     Despite the difficulty, close consideration reveals 
that a process flow generally refers to concepts that 
can be building blocks for the corresponding 
software model.  This paper reports an initial 
attempt to stretch MDA up to the business world by 
bridging business process models (BPMs) and PIMs 
(i.e. BPM2PIM).  Here we propose an initial 
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guideline to help software designers to construct a 
software model (i.e. a UML class diagram [4]) from 
a business process model (i.e. a BPMN diagram [5]).  
The guideline borrows the idea of object-oriented 
domain analysis to identify UML classes from 
BPMN processes and adding details to the classes 
by semantic information of the application domain 
such as domain-specific software patterns and other 
knowledge about the application domain. 
     An overview of BPM2PIM approach is in 
Section 2.  Section 3 explains the guideline under 
BPM2PIM to derive class diagrams from business 
process models in details.  Discussion about the use 
of this guideline is in Section 4 and about related 
work in Section 5.  Section 6 gives a conclusion and 
future work.   
 
 
2 BPM2PIM 
The BPM2PIM approach makes MDA reachable 
from the business world by stretching vertically the 
top of MDA to meet business process models (Fig. 
1).  Business process models become part of model-
driven software development by application of a 
BPM2PIM guideline.  This guideline would describe 
the process to derive a PIM software model from a 
business process.  In this paper, we restrict the 
guideline only to a mapping between a business 
process, which is modeled by a process modeling 
notation (e.g. BPMN), and a PIM, which is modeled 
by a UML class diagram.  The preliminary version 
of the guideline is hence called the Business-
Process-Model-to-Class-Diagram (BPM2CD) 
guideline. 

 

 
 

Fig. 1  BPM2PIM approach with BPM2CD  
guideline 

     The BPM2CD guideline comprises three parts: 
(1) Applying business process analysis (2) Applying 
formal domain-specific semantics (3) Applying 
additional semantics.  Applying business process 
analysis is the part that analyzes the business process 
model in order to identify building block concepts of 
the software to be constructed.  This is an analogy to 
domain analysis for object-oriented software design 
which derives a conceptual model of the software 
from a use case specification [6].  The resulting 
conceptual model of the software is augmented by 
domain-specific semantics either existing ones (such 
as software patterns) and other add-on semantics.  
The end result is a more detailed class diagram at 
PIM level.  Details of these three parts are in the 
next section. 
 
 
3 BPM2CD 
The BPM2CD guideline describes the derivation 
process for designing a class diagram from a 
business process model.  At this stage, software 
designers can follow the guideline to manually 
derive a PIM-level class diagram.  Nevertheless, 
more automation is targeted as discussed in Section 
6.   
 
3.1 Applying Business Process Analysis 
It is assumed that a business analyst would describe 
business requirements in terms of a business process 
model which is expressed by some process modeling 
language.  A business process model describes, from 
start to finish, the flow of processes, events, or 
transactions within the business as well as the 
associated logics to produce or complete something 
of value to the business organization [2].   

 
 

Fig. 2  Business process model  
for purchase order 
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     Fig. 2 shows a business process of a vendor 
processing purchase orders of goods from its 
customers.  After receiving a purchase order, 
checking is performed to see if there is enough 
goods in stock to complete the purchase order.  If so, 
a sales order is opened, the tax is calculated, and the 
sale is confirmed.  But if not, the restock process is 
performed to reorder goods from a supplier before 
the purchase order is responded as an outstanding 
order.  The business process can in fact be modeled 
by any business process modeling language, but 
here it is represented by BPMN language [5].   
     The business process model in a graphical 
notation as above is seen as a requirement from the 
business analyst.  Therefore it is analogous to the 
traditional requirement obtained from interviewing 
users of the business organisation which may be 
written in descriptive text or formally developed by 
a system analyst in the form of a UML use case 
specification.   
 

Business 
Analogy 

Object-Oriented 
Analysis & Design 
(OOA&D) 

Associated Document
to OOA&D 

Business Processes Requirement Analysis Use Cases 

Roles in 
Organization Domain Analysis Conceptual Model 

Responsibility/ 
Interaction 

Responsibility 
Assignment, 
Interaction Design 

Design Class Diagram, 
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(a) Analogy between business and OOA&D terms 

 

 
 

(b) Domain analysis strategies applied to use case 
 

 
 

(c) Domain analysis strategies applied to business process 
 

Fig. 3 Use-case-to-conceptual-model strategies 
and the analogous business-process-to-

conceptual-model strategies 

     In [6], a comparison is given between terms in 
the business world and those in the world of 
software development (Fig. 3(a)).  The comparison 
clearly shows the correspondence between a 
business process in a business process model and a 
use case in a use case specification.  There are also 
established strategies for domain analysis, i.e. noun 
phrase strategy and concept category strategy, which 
will analyze the use case specification in order to 
identify classes that model the software (i.e. to build 
a conceptual model of the software) [6] (Fig. 3(b)).  
In the noun phrase identification strategy, use case 
descriptions will be examined in order to identify 
important noun phrases that may become the object-
oriented classes of the software.  This can be 
enhanced by the concept category strategy which 
uses the use case name to lookup a repository of 
concepts (or keywords), namely the concept 
category, within the application domain.  The 
concepts found will be identified as the classes of 
the software. The BPM2CD guideline therefore 
defines its business process analysis part by adopting 
such use-case-to-conceptual-model strategies to 
identify software classes from a business process 
model (Fig. 3(c)). 
 
3.1.1 Noun Phrase Identification Strategy 
With the noun phrase identification strategy, a 
software designer will examine the business process 
model in order to identify important noun phrases 
that would become classes at PIM level.  Fig. 4 
highlights the important noun phrases found in the 
business process model of Fig. 2.   

 

 
 

Fig. 4  Noun phrase identification 
 
 

Proceedings of the 5th WSEAS Int. Conf. on APPLIED INFORMATICS and COMMUNICATIONS, Malta, September 15-17, 2005 (pp233-238)



3.1.2 Concept Category Strategy  
Concept category is a repository that maintains 
concepts or key vocabularies for application 
domains.  The concepts are listed by categories that 
are generally important for any domains.  It is 
assumed that domain experts define this knowledge 
base for a common use by software designers.  Each 
process name in the business process model (such as 
check Purchase Order in Fig. 3 (c)) is used to 
lookup in the concept category in order to find 
concepts that relate to the process name.  The result 
is a number of concepts, some of which may already 
be identified by the noun phrase identification 
strategy, and some of which may not be present in 
the business process model but they relate to the 
business domain.  Fig. 5 gives an example of the 
concepts, related to the processing of a purchase 
order, which are identified by looking up the concept 
category. 
 

 
 

Fig. 5 Concepts in concept category 
 

3.1.3 Conceptual Model 
The software designer examines the concepts 
resulting from applying the two strategies and 
decides on the concepts that would constitute the 
conceptual model of the class diagram at PIM level.  
Fig. 6 (a) shows the conceptual model derived by the 
noun phrase identification strategy.  This can be 
added by the concepts from the concept category 
strategy in Fig. 6 (b). 

 
 

(a) From noun phrase identification strategy 
 

 
 

(b) From concept category strategy 
 

Fig. 6 Conceptual model 
 

3.2 Applying Formal Domain-Specific 
Semantics 

The conceptual model roughly forms the structure of 
PIM.  Details such as attributes, methods, and 
relationships between classes can be added by 
studying existing formal domain-specific semantics.  
Such semantics can be in several forms, e.g. 
descriptive text, ontology, or the formal model such 
as software patterns. 
     Software patterns provide a solution for 
understanding and modeling a specific part for a 
business software system.  Patterns are always at a 
higher level of abstraction than normal analysis 
classes.  There are several kinds of patterns that can 
be applied to modeling software.  In this paper, the 
focus is on archetype patterns which describe 
possible PIMs that can be adopted by specific 
business domains [7].  We can adopt parts of the 
order archetype pattern (Fig. 7 (a)) and the product 
archetype pattern (Fig. 7 (b)), cataloged in [7], to 
our purchase order example.  The two archetype 
patterns can refine the conceptual model with details 
such as attributes, operations, composition, 
aggregation, and inheritance of the classes.  The 
result of the merging between the archetype patterns 
and the conceptual model is depicted in Fig. 8. 

 
3.3 Applying Additional Semantics 
Additional semantics, unlike formal semantics in 
Section 3.2, refers to other knowledge about the 
business domain which may not be cataloged 
formally.  For our example, suppose that there is no 
archetype pattern for the detail of RestockPolicy.  
The software designer can add information about the 
approaches to reordering of goods and formulate 
into a class diagram as in Fig. 9. 
     RestockOnHand refers to reordering of goods 
when insufficient stock is on hand or the inventory 
level has reached a reorder point.  RestockEconomic 
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refers to reordering of goods based on the Economic 
Quantity Order model which considers the quantity 
to order that minimizes the total variable costs 
required to order and hold inventory [8].  In both 
approaches, the quantity to order can be optimal 
quantity.  The final PIM resulting from the 
BPM2CD guideline can be obtained by attaching 
Fig. 9 to Fig. 8 on the RestockPolicy class. 
 

 
 

(a) Order archetype pattern 
 

 
 

(b) Product archetype pattern 
 

Fig. 7 Part of order and product 
archetype patterns 

 
Fig. 8 Applying archetype 

patterns to conceptual model 
 

 
 

Fig. 9 Additional semantics 
    
 
4 Related Work 
Mapping between business process models and 
UML has been targeted by a number of researches, 
and most of the time, it is manual or semi-automatic.  
The obvious case is the straightforward mapping 
between UML activity diagrams and process flow 
languages such as in [9], [10].  The less obvious 
case is the mapping to other UML diagrams.  In 
[11], dependencies between the Event Driven 
Process Chain (EPC) model and several kinds of 
UML diagrams, including class diagrams, have been 
established.  Their approach identifies UML classes 
based on the information from the EPC model only 
and identifies an event in the EPC model as a UML 
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class.  Our approach, on the other hand, considers 
both the information in the business process model 
and other external semantic information, and also 
adopts the object-oriented ‘lexical analysis’ 
approach to identify classes.  In [12], the work 
focuses on the use of patterns for business processes 
and also on deriving UML classes from the process 
patterns.  Similar to our approach, some semantic 
information is added to complete the resulting class 
diagrams but no clear guideline has been given on 
how to identify the classes and where the additional 
semantics come from.  Also their approach adopt 
UML profile for Web application architecture to 
organize the resulting class diagrams so their class 
diagrams would exhibit platform information, i.e. 
‘PSMer’ than the class diagrams from our approach.  
In [13], an analysis on business operations results in 
solution artifacts (e.g. business objects, process 
flows, user interfaces, application connectors) that 
altogether will form a architectural model of the 
solution to the business problems.  Their solution 
model is a PIM, but it is more of an architectural 
model, not a software model as in our approach.          
 
 
5 Conclusion 
The paper has presented the BPM2CD guideline that 
attempts to bridge a business process model and a 
PIM-level class diagram.  The techniques to apply a 
business process analysis and domain-specific 
semantics respectively to the business process model 
and the conceptual model of the software have been 
discussed.        
     As mentioned before, the guideline can be used 
manually by software designers.  Nevertheless, more 
degree of automation is foreseen to make the 
guideline goes along better with the philosophy of 
automatic or semi-automatic mapping between 
models in MDA.  Automated analysis of noun 
phrases and verbs together with the use of ontology 
for the concept category is possible.  The resulting 
candidate concepts can be recommended to software 
designers for further class selection through a 
supporting design tool.  Moreover, formulation of 
domain-specific semantics into class diagrams can 
be automated such as a formulation from ontology-
based domain semantics.  Also, the derivation 
process could be enhanced for MDA by a formal 
mapping between the metamodel of the business 
process modeling language and UML metamodel. 
     A closer look at the application of domain-
specific semantics is also expected.  There should be 
a classification of such semantics, i.e. what kinds of 
formal and additional semantics can be applied in 
the guideline. 
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