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#### Abstract

The aim of the study is to increase the accuracy of a terrain triangulation while maintaining or reducing the number of triangles. To this end, a new non-trivial algorithm for quadtree triangulation is proposed. The proposed algorithm includes: i) a resolution parameters calculation technique and ii) three error metric calculation techniques. Simulation software is also devised to apply the proposed algorithm. For this purpose a data file is processed via the software. Initially, a data file is read to obtain the elevation data of a terrain. After that, 3D mesh is generated by using the original algorithm and the proposed algorithm. For each of the algorithms, two states are analyzed: i) the state with fixed resolution parameters and ii) the state with dynamically changing resolution parameters. For all of the cases, terrain accuracy value and number of triangles of 3D meshes are calculated and evaluated. Finally, it is shown that dynamically changing resolution parameters improve the algorithms' performance.
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## 1 Introduction

Interactive visualization of very large scale terrain data imposes several efficiency problems. To best exploit the rendering performance, the scene complexity must be reduced as much as possible without leading to an inferior visual representation. Therefore, the geometric simplification must be controlled by an approximation error threshold. Additionally, different parts of the visible terrain can be rendered at different Level-of-Detail (LOD) to increase rendering performance [1].

Multiresolution terrain modeling is an efficient approach to improve the speed of 3D terrain modeling [2]. The concept of multiresolution refers to the possibility of using different representations of a spatial entity, having different levels of terrain accuracy and complexity [3]. The existing algorithms and models for constructing multiresolution terrain models can be divided into two categories: 1) Grid-based algorithms and 2) Triangulated Irregular Network (TIN)-based algorithms.

Grid-based algorithms include the quadtree triangulation algorithm [4], [5] and the triangle bisect algorithm [2]. The quadtree triangulation algorithm constructs multiresolution models based on a bottom-up approach which is easy to implement [4]. The triangle bisect algorithm constructs multiresolution models based on a topdown approach [2]. Many algorithms have been developed based on the triangle bisect algorithm, such as the adaptive quadtree [6], the ROAMing
algorithm [7], Right TIN model [8], the longest edge bisection algorithm [9] and dynamic adaptive meshes [10]. The most common drawback of the grid-based algorithms is that the polygonalization is seldom optimal, or even near optimal. Large, flat surfaces may require the same polygon density as do small, rough areas [6].

TIN-based algorithms are inefficient because generation of even modest size TINs requires extensive computational effort. TINs are nonuniform in nature, and consequently surface following (e.g. for the animation of objects on the surface) and intersection (e.g. for collision detection, selection, and queries) are hard to handle efficiently due to the lack of a spatial organization of the mesh polygons [6]. TIN-based algorithms can produce near optimal results in the number of triangles needed to satisfy a particular error threshold, but most do not operate in real-time [11].

Quadtree based multiresolution triangulations have been shown to be exceptionally efficient for grid digital terrain data [12]. The purpose of this study is to increase the terrain accuracy while maintaining or reducing the number of triangles in order to reduce the graphics load, using quadtree triangulation. We propose a dynamic calculation technique for the resolution parameters and three new error metric calculation techniques for the subdivision criteria of the quadtree triangulation algorithm. For each of the four techniques (the original algorithm's technique and three techniques proposed in this paper), two states are analyzed: i)
the state with fixed resolution parameters and ii) the state with dynamically changing resolution parameters. For all of the cases, the terrain accuracy and number of triangles values of 3D meshes are calculated and evaluated. For this purpose, the quadtree triangulation algorithm is used on data files which include elevation data of a terrain.

The rest of the paper is organized as follows: In Section 2, previous related works in the field of quadtree triangulation algorithm are discussed and the original algorithm is described. Section 3 describes a resolution parameter calculation technique and three new error metric calculation techniques which are proposed in this paper. In Section 4, the simulation procedure of the proposed algorithm is described. Section 5 presents implementation results and an in-depth analysis of the terrain accuracy and number of triangles values of the generated meshes. Finally, in Section 6, conclusions for this study are presented.

## 2 Quadtree Triangulation Algorithms

In grid-based algorithms, a terrain is also called a height field because it consists of an $N x M$ field of height values. Height fields are usually stored as $N x M$ gray scale images. The color of each pixel of the images represents the height value $(0-255)$ for the corresponding location in the terrain. These height fields can be generated automatically or they can come in the form of Digital Elevation Maps (DEMs) that describe actual regions of the Earth's surface [13].

Terrain accuracy, process time, memory requirement, support for real-time processing, and number of triangles of the generated mesh are the parameters to evaluate the techniques used in 3D mesh generation step [13]. From a GIS point of view the evaluation should be based on accuracy of the approximated terrain and number of triangles required to draw the terrain.

Terrain accuracy is a measure of how close the approximated terrain resembles the original height field. This measure is calculated using the vertical distance between corresponding points in the rendered terrain and the height field. Once the vertical elevation difference has been computed for each point in the height field, the actual terrain accuracy as a percent is calculated as follows [13]:

[^0]where the totalHeight is the sum of the heights of all the points in the height field and the totalDelta is the sum of the vertical differences of the points.

The number of triangles in the 3D model is easily counted.

The quadtree triangulation algorithms have problems with terrain accuracy and the triangulation of the 3D mesh is never optimal. Large, flat surfaces may require the same polygon density as do small, rough areas. This is due to the sensitivity to localized, high frequency data within large, uniform resolution areas of lower complexity [6]. To increase the terrain accuracy, much more triangles must be drawn in 3D mesh and this causes extra graphics load that is undesirable for real-time applications. For example, terrain data of an area of $50 \mathrm{~km}^{2}$ with 5 -meter ground elevation sampling resolution is a grid in size of $10000 \times 10000$. After triangulation the total number of triangles is about 200 million, what will cause problems in real-time applications.

There are two construction approaches to generate 3D mesh from a set of points on a regular grid. One approach is performed bottom-up and the other top-down to generate the hierarchy [12].

### 2.1 Bottom-Up Triangulation Approach

In the bottom-up construction approach, the input grid is partitioned into atomic nodes of $3 \times 3$ elevation points. These nodes form the leaf nodes [12] of a complete and balanced quadtree over the entire input grid.


Fig.1. Bottom-Up triangulation
The main phase of this approach then consists of coalescing all mergible nodes bottom-up to create the quadtree.

### 2.2 Top-Down Triangulation Approach

The second approach is a top-down construction of the hierarchy [12]. This approach starts by representing the entire data set simplified by one root node and splits nodes recursively as necessary to approximate the data set. Nodes are never merged.


Fig.2. Top-Down triangulation
The structure used here is a tree where each node has either zero or four children; nodes with zero children are the leaf nodes. Each height level of the tree represents a greater level of detail of the terrain [14]. Creating the structure involves descending the tree and, at each node, establishing if the node is at the correct level of detail or if it should be subdivided into four children, in which case each child is then processed recursively [15].

### 2.3 Split Metric Calculation

The important part is deciding what the correct level of detail should be at each node. The basic idea is to render sections of the terrain at a higher level of detail when they are close to the viewpoint and at lower levels of detail when they are farther away from the viewpoint. In addition to this, the error of the terrain should be taken into account to ensure that flat areas use fewer triangles since less detail is required and bumpier areas use more triangles to show more detail. Once error values are stored, deciding on the correct level of detail for each node is left up to a split metric calculation. The following equation is used for the split metric variable $f[4]$ :

$$
\begin{equation*}
f=L /(d * C * \max (c * d 2,1)) \tag{2}
\end{equation*}
$$

where $L$ is the distance from the current node to the viewpoint, $C$ is the minimum global resolution, $c$ is the desired global resolution, $d$ is the width of the node and $d 2$ is the error metric for the node. Here, $C$ and $c$ are user-configurable parameters and $L$ and $d$ are calculated in terrain vertices. If the condition $(f<1)$ is satisfied, that node is subdivided into four children nodes. Calculation of the error metric $d 2$ is described below.

### 2.4 Calculation of the Error Metric $\boldsymbol{d} \mathbf{2}$ of the Original Algorithm (Technique 1)

To calculate the error metric at a given node, the original algorithm [4], [12], [14] determines the elevation differences (error values) between the actual terrain height and the displayed terrain height at the centers of each of the four edges and the two diagonals of the node [4]. Let us
demonstrate the calculation steps at a given node (Fig.3) by using the original algorithm. Here, $V(i)$, $i=0,1, \ldots, 8$, is a vertex of a node. $E(i)$ denotes the error and $H(i)$ denotes the height of the vertex $V(i)$.


Fig.3. Vertices of a quadtree node
Step 1. Determine the maximum of error values at the two diagonals.
$E(i)=\max (a b s((H(i+1)+H(i+5)) / 2-H(i))$,
$a b s((H(i+3)+H(i+7)) / 2-H(i))), i=0$,
Step 2. Determine the error values at the centers of each of the four edges.

$$
\begin{equation*}
E(i)=a b s((H(i-1)+H(i+1)) / 2-H(i), i=2,4,6,8, \tag{4}
\end{equation*}
$$

Step 3. The error of the node is the maximum of the five error values.
$d 2=\max (E(i)), i=0,2,4,6,8$,
The algorithm explained above is a fast and moderately simple way to display height fields with continuous levels of detail. However, this algorithm suffers from problems of terrain accuracy and total number of triangles. The number of triangles is increased by increasing the terrain accuracy. The increase in number of triangles causes extra graphics load. It may be virtually impossible to create 3D models in real-time for increasingly large terrains. However, reduction in number of triangles causes a loss in terrain accuracy.

## 3 The Proposed Quadtree Triangulation Algorithm

The work presented here is based on the bottom-up quadtree triangulation approach. The proposed algorithm includes a technique to calculate the resolution parameters and 3 different techniques to calculate the $d 2$ value for each node in the height field.

### 3.1 Resolution Parameters Calculation Technique

Before the calculation of the resolution parameters for each node, the number of height intervals and the start and the end height values of each height interval should be determined, as shown in Table 3.

Step 1. Calculate the average height of 9 vertices of a node (Fig.3).
$\operatorname{avg}=\sum_{i=0}^{8} H(i) / 9$,
The calculated avg value is the height of that node.
Step 2. Find the height interval number that has a smaller start height than the node's height and greater end height than the node's height. The found height interval number is used as $c$ value for error metric (d2) calculation for that node.

Step 3. Find the level of the node. The level of a node is calculated by taking the logarithm of the width of the node. The $C$ parameter for that node is then equal to the level value and calculated as follows:
$C=\log _{2}(d)$

### 3.2 Calculation of Error Metric $\boldsymbol{d} 2$ of the First Proposed Technique (Technique 2)

Step 1. Calculate the $a v g$ value (Eq. 6) of a node (Fig.3).

Step 2. Calculate the differences between these 9 vertices and average of them.

$$
\begin{equation*}
E(i)=a b s(H(i)-a v g), i=0,1, \ldots, 8 \tag{8}
\end{equation*}
$$

Step 3. Find the maximum difference value, it is the error metric for that node.
$d 2=\max (E(i)), i=0,1, \ldots, 8$,

### 3.3 Calculation of Error Metric d2 of the Second Proposed Technique (Technique 3)

Step 1. Find the maximum of 9 vertices for a node (Fig.3).

$$
\begin{equation*}
\max =\max (H(i)), i=0,1, \ldots, 8 \tag{10}
\end{equation*}
$$

Step 2. Find the minimum of 9 vertices for a node.

$$
\begin{equation*}
\min =\min (H(i)), i=0,1, \ldots, 8, \tag{11}
\end{equation*}
$$

Step 3. Calculate the difference between the maximum and minimum values, it is the error metric for that node.
$d 2=\max -\min$,

### 3.4 Calculation of Error Metric d2 of the Third Proposed Technique (Technique 4)

Step 1. Find the median value of 9 vertices for a node (Fig.3). Median is the middle value of the given numbers or distribution in their ascending order. If the size of the numbers or distribution is even, median is the average value of the two middle elements [16].
med $=\operatorname{median}(H(i)), i=0,1, \ldots, 8$,
Step 2. Calculate the differences between the median value and 9 vertices.

$$
\begin{equation*}
E(i)=a b s(H(i)-\text { med }), i=0,1, \ldots, 8 \tag{14}
\end{equation*}
$$

Step 3. Find the maximum of the difference values, it is the error metric for that node.

$$
\begin{equation*}
d 2=\max (E(i)), i=0,1, \ldots, 8 \tag{15}
\end{equation*}
$$

## 4 Simulation Procedure

We have developed a simulator in C to generate the mesh and evaluate the terrain accuracy and number of triangles values of each of the error metric calculation techniques. The OpenGL functions [17] are used to draw the rendered terrain. The simulation procedure is realized into three steps:

### 4.1 Step 1

In the initial step of the simulation, the elevation data of a terrain are read from a raw file into a matrix of size (terrain width)x(terrain height). This matrix is called the height field matrix.

### 4.2 Step 2

The quadtree data structure is created to represent terrains of size $\left(2^{N+1}\right) x\left(2^{N+1}\right)$. In this tree structure
every node has either four or zero children nodes. Nodes with zero children are the leaf nodes.

In order to represent the quadtree structure, a numeric matrix of size (terrain width)x(terrain height) is used. Each node in the tree corresponds to one value in the quadtree matrix, which is the subdivision metric. Calculating quadtree matrix values involves recursively descending the tree and, at each node, establishing if the node is at the correct level of detail or if it should be subdivided into four children, in which case each child is then processed by the recursive algorithm.

After determining the height intervals, 3D meshes are generated by using the original algorithm and the proposed algorithm with fixed and dynamically changing resolution parameters.

### 4.3 Step 3

Total triangle number and terrain accuracy values are calculated for all of the 3D meshes. These values are automatically saved to a text file.

While calculating the terrain accuracy, for vertices that are corners of triangles the vertical difference and thus delta value is equal to zero. To calculate delta values for other vertices in the rendered terrain, a bounding rectangle of all triangles is determined in 2 D and the plane equation of all triangles is calculated [18]. The plane equation is used to check if the vertex is inside the triangle or not, for all vertices in the bounding rectangle. If a vertex is inside a triangle then its delta value is calculated.

## 5 Implementation Results and Evaluation

We used two raw files 'test1.raw' and 'test2.raw' as data files to the simulator.

Table 1. File properties and parameters

| File Name | File Size | Viewpoint $\boldsymbol{x}$ <br> Location | Viewpoint $\boldsymbol{y}$ <br> Location | Viewpoint $\boldsymbol{z}$ <br> Location |
| :---: | :---: | :---: | :---: | :---: |
| test1.raw | $513 * 513$ <br> $(\mathrm{~N}=9)$ <br> test2.raw$2049 * 2049$ <br> $(\mathrm{~N}=11)$ | 200 | 200 | 170 |

### 5.1 Implementation 1: The Situation with Fixed Resolution Parameters

Initially, the original algorithm and the three error metric calculation techniques of the proposed algorithm are applied to all of the nodes with fixed parameter values. In this implementation, the resolution parameters are taken from the user and
are not changed during the triangulation process. To be able to compare the results of this implementation with the results of Implementation 2, the numbers of triangles values should be equal or nearly equal. Thus the terrain accuracy values can be compared and evaluated. In order to have much more opportunity for evaluation, we have tested different values of resolution parameters. The results for two data files are shown in Table 2.

Table 2. Results of fixed resolution parameters for test1.raw and test2.raw

|  |  |  |  | Terrain |
| :---: | :--- | :--- | :--- | :--- |
| File | Technique | $\boldsymbol{C}$ Value | $\boldsymbol{c}$ Value | Number of Triangles | | Accuracy |
| :---: |

### 5.2 Implementation 2: The Situation with Height Intervals

In this implementation, we used height intervals in order to determine the desired global resolution parameter $c$ as described in Section 3.1. We tried different numbers of height intervals, but in this paper we present the results of the trials with 2,4 and 8 height intervals separately in order to shorten the presentation. Table 3 shows the height intervals and corresponding $c$ values.

Table 3. Height intervals and corresponding $c$ values

| Number of Height <br> Intervals | Interval Start <br> Height-End Height | Corresponding $\boldsymbol{c}$ Value |
| :---: | :---: | :---: |
| 2 | $0-127$ | 2 |
|  | $128-255$ | 1 |


|  | $0-63$ | 4 |
| :---: | :---: | :---: |
| 4 | $64-127$ | 3 |
|  | $128-191$ | 2 |
| $192-255$ | 1 |  |
|  | $0-31$ | 8 |
|  | $32-63$ | 7 |
|  | $64-95$ | 6 |
| 8 | $96-127$ | 5 |
|  | $128-159$ | 4 |
|  | $160-191$ | 3 |
|  | $192-223$ | 2 |
|  | $224-255$ | 1 |

In the triangulation process, for each node of the height field, the interval number that has a smaller start height than the node's height and greater end height than the node's height is found. The found height interval number is used as $c$ value for error metric (d2) calculation for that node. As shown in Table 3, the corresponding $c$ values and the startend height values of height intervals are in reverse order. The reason for using such a reverse order is to have greater $c$ values, smaller $f$ values and many more triangles in the low parts of the terrain. The $C$ parameter is calculated for every node separately during the triangulation process as described in Section 3.1.

The results of the original algorithm and the proposed algorithm for two data files are shown in Table 4.

Table 4. Results of dynamically changing resolution parameters for test1.raw and test2.raw

| File | test1.raw |  |  |  |  |  |  |  | test2.raw |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| Number <br> of <br> Height <br> Intervals | Technique | Number of Triangles | Terrain <br> Accuracy | Number of <br> Triangles | Terrain <br> Accuracy |  |  |  |  |  |
|  | 1 | 24521 | $98,198 \%$ | 80500 | $93,082 \%$ |  |  |  |  |  |
|  | 2 | 9515 | $97,314 \%$ | 192731 | $96,277 \%$ |  |  |  |  |  |
| 2 | 3 | 27977 | $98,366 \%$ | 192044 | $96,271 \%$ |  |  |  |  |  |
|  | 4 | 12983 | $97,672 \%$ | 83182 | $93,180 \%$ |  |  |  |  |  |
| 4 | 1 | 62025 | $98,954 \%$ | 464957 | $98,200 \%$ |  |  |  |  |  |
|  | 2 | 27993 | $98,366 \%$ | 191167 | $96,269 \%$ |  |  |  |  |  |
|  | 4 | 70938 | $99,060 \%$ | 468127 | $98,206 \%$ |  |  |  |  |  |
|  | 1 | 38285 | $98,620 \%$ | 203338 | $96,330 \%$ |  |  |  |  |  |
| 8 | 2 | 168003 | $99,388 \%$ | 1005405 | $99,064 \%$ |  |  |  |  |  |
|  | 3 | 67189 | $99,058 \%$ | 464555 | $98,199 \%$ |  |  |  |  |  |
|  | 4 | 183876 | $99,440 \%$ | 1005405 | $99,064 \%$ |  |  |  |  |  |

### 5.3 Evaluations

The results show that dynamically changing parameters make the four techniques give greater terrain accuracy values with decreasing or nearly same number of triangles. For example, Technique 1 gives $98.023 \%$ terrain accuracy with 25055
triangles by using fixed resolution parameters $(C=2, c=4)$ as shown in Table 2 and the same technique gives greater ( $98.198 \%$ ) terrain accuracy with decreasing number of triangles (24521) by using two height intervals (Table 4) for test1.raw. This result is achieved also for the different values of viewpoint locations, $C$ and $c$ parameters. We propose three different techniques in order to show the effect of using dynamically changing resolution parameters much more powerful. According to need and technical supports, a user may choose one of the techniques to apply. The figures below show the comparisons of the results of the four techniques with dynamically changing resolution parameters (the situation with height intervals) against fixed resolution parameters (the situation without height intervals) for two data files. Each figure has two curved lines: the dashed ones show the results of the situations with 2,4 and 8 height intervals and so have three points. The other lines show the results of Implementation 1 and have three points, each point shows the results of a fixed resolution parameters group. Each figure shows the results of one of the four techniques for one of the files and so there are eight figures.


Fig.4. Results of the Technique 1 for test1.raw


Fig.5. Results of the Technique 2 for test1.raw


Fig.6. Results of the Technique 3 for test1.raw


Fig.7. Results of the Technique 4 for test1.raw


Fig.8. Results of the Technique 1 for test2.raw


Fig.9. Results of the Technique 2 for test2.raw


Fig.10. Results of the Technique 3 for test 2 .raw


Fig.11. Results of the Technique 4 for test2.raw

## 6 Conclusion

We have presented a new algorithm that includes a technique to calculate the resolution parameters and three new techniques to calculate the error metric for the split operation of the quadtree triangulation. This algorithm results in greater terrain accuracy, with less triangles than the original quadtree triangulation algorithm. In particular, the proposed algorithm gives better results with increasing file sizes (see Fig. 4 - Fig.11). The most powerful graphic card available for workstations at this time can handle around 100 million triangles per second with 256 MB of graphic card memory. The importance of the contribution of the proposed algorithm becomes much more clear with increasing file sizes. This is very important for realtime applications because of the memory and capacity possibilities.

We are currently investigating the effect of using different numbers of height intervals. Finally, as a future work, new techniques to calculate the error metric may need to be improved and evaluated.
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[^0]:    accuracy $=100 *(($ totalHeight - totalDelta $) /$ totalHeight $)$,

