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Abstract: This paper presents a solution for design, implementation and testing an e-commerce application based on advanced distributed technologies and tools. The current demands for enterprise applications require the possibility of running on heterogeneous systems (the platform independence), a minim of functional dependencies between software components of the applications and a standardized manner for integrating the applications and presenting the functionalities. The most recent response is provided by SOA (Service Oriented Architecture) and Web Services technology. But the complexity is done by composing the functionalities in a specific order and simply enough to permit easy future changes. In this area, WS-BPEL (Business Process Execution Language for Web Services) is important for composing Web Services in business processes. Thus, we illustrate creating composite Web service for distributed application over Internet.
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1 Introduction

E-business applications became today more and more complex as data volume and functionalities increases. Hereby, the need to split these in independent modules that can be easily and efficiently managed concern software developers.

Most e-activities are client-server applications that imply the existence of a server (database server or Web server or any application server) and clients. This can be a thick client, which means that at this level is implemented also the business logic of the application. Or it can be a thin client, that do not do anything else than display the data received from the server. In this case, the business logic of the application is implemented on server-side.

Because the actual applications must deal with a huge data volume and complex business logic, three-tier architecture is most appropriate and frequently used. The client application represents the user interface, the data are handled by a database server and data processing is implemented on another level (an application server or a Web server) that also deal with client’s requests.

At database design level, software developers must consider aspects concerning concurrency control and fast data access [1]. Also must apply techniques to improve the communication [2].

The client applications do not communicate directly with database server when request data. At logic business level, the data is processed using distributed objects. The main disadvantage of using distributed objects is the fact that the objects have state and lifecycle and a client is limited to use them only during this period of time. Web services represent a stateless technology based on a new architectural style, SOA (Service Oriented Architecture), used to obtain a maximum functional independence between the different software components of a complex application [3]. This also leads to an efficient development and maintenance.

2 SOA and Web Services

A SOA contains three roles: a service requestor, a service provider, a service registry and three operations: publish, find and bind.

A service provider creates a service description, publishes it in one or more service registries and receives messages invoking the service from one or more service requestors. Thus, a service provider represents the server-side inside the client/server relation between the service requestor and the service provider. A service requestor finds certain service description published in one or more service registries and uses it to bind or invoke provider’s services. Thus, a service requestor represents the client-side inside the client/server relation between the service requestor and the service provider.

A service registry presents the service descriptions published by the service providers and allow searching these descriptions by the service
requestors. Its role is matching the service requestor and the service provider.

After that, the service registry became unnecessary, the interaction evolve between the service requestor and the service provider directly. The client sends a SOAP (Simple Object Access Protocol) request message to the server, that generates based on client request a SOAP response message [3]. The SOAP is XML (Extensible Markup Language) based and provide a matching mechanism between SOAP messages and HTTP (Hypertext Transport Protocol) that is the most used communication protocol over Internet.

In distributed systems and service oriented architectures area, Web services has gain ground in the last years. The Web services infrastructure providers like IBM, Microsoft, W3C and Sun have published their own Web services definitions [4]. A conclusion of all those definitions can be as follows: a Web service is platform and implementation independent software and it can be described using a description language like WSDL (Web Services Description Language), published in a service registry, detected through a standard mechanism like UDDI (Universal Description Discovery and Integration) [3]. Web services can be invoked over a network through an API like JAX-RPC (Java API for XML) based RPC (Remote Procedure Call) [5].

A very important Web services characteristic is the composition [6]. Web services can be composed with other services using languages like WS-BPEL (Business Process Execution Language for Web Services) [7]. A BPEL process specifies the strict order for invoking the participant Web services. The invocation can be sequential or parallel. With BPEL a conditional behavior is possible. For example, invoking a service can be dependent from a value of a previous invocation. Cycles can be build, variables can be declared, copied or initialized, etc. Thus, complex processes can be defined based on algorithms. Each BPEL process integrates more activities: invoke for invoking methods of other services, receive for waiting an invocation from a client, reply for generating answers, assign for data manipulation block, switch, etc. A BPEL process defines links with the partners, using a partnerLink tag. For a client, a BPEL process looks like a simple Web service. A BPEL process is defined as a composition of the existing Web services. The interface of the new composite Web service uses a set of portType-s providing operations like any other service. BPEL processes receive invocations from clients. One of them is the BPEL process user that makes the initial invocation. The others clients are Web services invoked by BPEL processes and call a callback method returning the results. A schematic BPEL process is shown in Fig. 1:

![BPEL process as Web Services](image)

Fig.1 Sample of BPEL process

3 The trip-planning application

To get to the final software product, that is the trip planning application, we follow the steps: analyzing the application demands, application modules design, choosing the technologies and modules implementation, installation and testing the application.

3.1 The application demands analysis

We suppose the following scenario: a person wants to plan a trip. He must select the city of departure, arrival city, the departure time, the return date, the number of accompanying persons, and the quality of desirable services. First, he makes an on-line ticket reservation. Then, he makes reservation for a hotel room in the arrival city. He also can rent in that city a car for a specific period.

Thus, we need to keep information about flights, hotels, cars, and clients and to offer services to access this information when a client wants planning a trip, to make his options, to pay for requested services.

3.2 The modules design

Because we want an application based on Web services, we need for our scenario a Web service for flight ticket reservation, a Web service for hotel room reservation, a Web services for car rental, a Web service for the payment, and a Web service for payment and invoicing. Each one of these Web services must have an associated database. Thus, we need a database with information about flights, a database with information about hotels, a database with information about cars and a database with information about client’s cards.

For ticket reservation, the Web services display all the flights available at the requested time, price
and duration of each one. The client chooses one of the displayed flights, and then fills the ticket reservation form. After the reservation will be invoked the Web service for payment and invoicing. If bank transaction commits, this service will send an invoice to the client. If transaction aborts because there isn’t any card for the client, or there isn’t enough money on respective card then the service will delete previous reservations. If there aren’t flights at requested time or the client do not chose any flight then the client is interrogated for deleting the other reservation (hotel and/or car). The same algorithm applies to the next steps, which are reserving the hotel room and car rental.

Thereby, to achieve such functionality, the Web service for flight reservation must offer the following methods: displaying a list of airports linked by flights, returning a list of flights available at the requested time with available places, modifying in the database the number of occupied places corresponding to selected flight, registering personal client data in the database, issuing an invoice, deleting the reservation and the places when the client cannot reserve hotel rooms or car, deleting issued invoices in the previous circumstances and returning the money back to the client account.

The Web services for reserving hotel rooms and car rental are similar.

The Web service for payment and invoicing is a composite Web service. For reserving a flight this service can issue an invoice invoking a method of the reserving flights Web service or can delete the reservation invoking appropriate method of the same Web service. For payment, the composite Web service invokes a method of the payment Web services.

Fig. 2 shows the Flights database diagram:

![Fig. 2 Flights database diagram](image)

Fig. 3 shows the UML (Universal Modeling Language) activities diagram for flight ticket reservation [8]:

![Fig. 3 The UML activities diagram for flight ticket reservation](image)

Fig. 4 shows the composite Web service for payment and invoicing for hotel services:

![Fig. 4 The composite Web service for payment and invoicing for hotel services](image)

Fig. 5 shows the UML sequence diagram of Web services for flight ticket reservation:
3.3 The modules implementation

For implementing the data support level, that means the databases, we chose MySQL 4.1 [9].

For implementing the application business logic level, we chose the J2EE (Java 2 Enterprise Edition) technology, that offers an interface for database accessing, JDBC (Java Database Connectivity) and also a support for creating and developing simple Web services and Oracle BPEL Process Manager for development and execution of composite Web services, that means BPEL processes [7].

For implementing Web clients who access the Web services, we use the JSP (Java Server Pages) technology [10]. A JSP page can change dynamically its content depending on the client’s actions.

3.4 Components deployment and testing

Fig 6. shows the UML diagram of deployment components:
We measure the response time of Web services to client’s requests. The response time is defined as time between the start of a client request and the end of the response received by the client’s terminal. The tools used for measure the response time was Mindreef SOAPscope 4.1 [11]. This tool allows the capture of SOAP messages and the measurements of different Web services parameters.

In the first test was invoked the search_Id_city(String name) method from the ticket reservation Web service running ten times with the same argument. Fig. 7 shows the result:

At the first invocation the response time is higher that the response time of subsequent invocations because a servlet is created and then reused.

The second test measured the response time for flight ticket payment and invoicing composite service. Fig. 8 shows the result:

To compare the response time of composite service with the response time of the simple services we measure independently the response time for checkAccount() method of banking service and invoicing() method of flight ticket reservation service. Both methods are invoked by the above composite service and measured in the Fig. 8. We
maintain the same input parameters. The next two figures show the result:

![Fig. 9 a) The response time for checkAcount() method](image)

Adding the response times for separately invocation of the two methods, it can be observed that the response time for the composite service is 10%-20% higher that the cumulative response time for the two separate services.

4 Conclusion

Although the utilization of composite services is a slower solution, it is accepted due to the huge advantage of implementing complex processes reusing Web services that are already implemented and can be easy discovered searching in services registry.
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