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#### Abstract

In this paper, we proposed the encryption algorithm to encrypt plaintext to cipher text and the decryption algorithm to do the reverse. We applied the basic computing operations to design these algorithms in this study. We used the inserting dummy symbols, rotating, transposition, shifting, complement and inserting control byte to build the data and tables in the encryption algorithm. These operations are simple and easily to implement. Without knowing the data and tables of encryption, it is difficult to do cryptanalysis. In the decryption algorithm, we used these data and tables to decrypt cipher text to plaintext. We can easily apply these algorithms to transmit data in network and the data transmission is secure.
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## 1 Introduction

In 1949, Shannon [19] discussed the theory of security system. In general, the functions of security system are security, authenticity, integrity and non-repudiation [1-3]. Stallings [21-22] increased data confidentiality and accessed control. Traditional encryption operations are transposition and substitution. These basic operations solve complex encryption problems. But, the problems are easily to do cryptanalysis. Diffie and Hellman [5] proposed the concept of pubic key. Rivest et al [18] proposed public cryptosystem. From 1960, IBM started the planning of computer cryptology research, and in 1974, IBM proposed an algorithm to review. In 1977, NBS (National Bureau of Standards, U.S.A.) [13-14] suggested this algorithm as data encryption standard
(DES). McEliece [10] used algebraic coding theory to propose public key. Merkle [11] presented "One way hash function" and used for digital signature. Miyaguchi [12] developed fast data encipherment algorithm (FEAL-8). NIST (National Institute of Standards and Technology) [15-16] proposed secure hash standard (SHS). Biham and Shamir [1-3] proposed differential attack, Matsui [9] proposed linear cryptanalysis to attack DES type security system. When new encryption is proposed, cryptanalysis starts to develop to attack.

Stallings [21-22] presented the model of encryption and decryption as shown in Fig. 1.

In this paper, we proposed the encryption and decryption algorithm in Section 2 and Section 3


Fig. 1 Simplified model of convention encryption [21-22]
respectively. The decryption is the reverse of encryption. We used insertion, rotation, transposition, shift, complement and pack of computer operation in these two algorithms of this paper. We implemented these algorithms with C language and got the result of processing time.

## 2. Encryption algorithm

The steps of encryption algorithm are in the following steps:

## Step 1: Set the number

The plaintext has the following combinations.
(1) all numerical characters;
(2) all alphabetic characters;
(3) numerical and alphabetic mixed characters together.
If the plaintext is all numeric characters, we can pack and decrease the length of text. If the plaintext is numeric and alphabetic mixed together, we can pack numeric characters first. Finally, we let the length of the plaintext be N characters and store them in the symbol table (ST) as follows:
Symbol Tables (ST): $\mathrm{S}_{1} \mathrm{~S}_{2} \ldots \mathrm{~S}_{\mathrm{N}}$

## Step 2: Set dummy symbol

We can use any function, e.g. date and time, to pack dummy symbol table (DST) with dddhhmmss and length 9 as follows:
Dummy Symbol Table (DST): $\mathrm{D}_{1} \mathrm{D}_{2} \ldots \mathrm{D}_{9}$
Step 3: Combine symbol table and dummy symbol table to symbol table with

## dummy (STWD)

Get any M (<=9) characters from dummy symbol table (DST).

Combine symbol table and above M characters to symbol table with dummy (STWD) as follows:
Symbol Table with Dummy (STWD):

$$
\mathrm{S}_{1} \mathrm{~S}_{2} \ldots \mathrm{~S}_{\mathrm{N}} \mathrm{D}_{1} \mathrm{D}_{2} \ldots \mathrm{D}_{\mathrm{M}}
$$

Step 4: Set rotated byte and rotate symbol table with dummy
Set rotated byte, RB , as $\mathrm{RB}=\mathrm{D}_{9}$ mode $(\mathrm{N}+\mathrm{M})$.
If $R B$ is odd, we rotate symbol table with dummy to left RB times. If RB is even, we rotate symbol table with dummy to right RB times. Insert RB to the trailer of above symbol table after rotation. Get symbol table after rotation (STAR).

For example: if $\mathrm{RB}=5$ then we have symbol table after rotation (STAR) as follows:

$$
\mathrm{S}_{6} \ldots \mathrm{~S}_{\mathrm{N}} \mathrm{D}_{1} \mathrm{D}_{2} \ldots \mathrm{D}_{\mathrm{M}} \mathrm{~S}_{1} \mathrm{~S}_{2} \mathrm{~S}_{3} \mathrm{~S}_{4} \mathrm{~S}_{5} \mathrm{RB}
$$

## Step 5: Transpose the symbol table after rotation

Set the position table (PT) as follows:
Position Table (PT): $\quad \mathrm{P}_{1} \mathrm{P}_{2} \ldots \mathrm{P}_{\mathrm{N}+\mathrm{M}+1}$
Following position table (PT), we change the location of the symbol table after rotation.

Get the symbol table after transposition. Symbol Table after Transposition (STAT):

$$
\mathrm{SP}_{1} \mathrm{SP}_{2} \ldots \mathrm{SP}_{\mathrm{N}+\mathrm{M}+1}
$$

Step 6: Shift the symbol table after transposition
Set shift left table (SLT) of each byte, the contained value of shift left table is below 8, as shown below: Shift Left Table (SLT):

$$
\mathrm{F}_{1} \mathrm{~F}_{2} \ldots \mathrm{~F}_{\mathrm{N}+\mathrm{M}+1}
$$

Shift each byte of symbol table after transposition (STAT) according to the contained value of shift left table (SLT). Get symbol table after shift (STAS) as follows:
Symbol Table After shift (STAS): $\mathrm{SS}_{1} \mathrm{SS}_{2} \ldots \mathrm{SS}_{\mathrm{N}+\mathrm{M}+1}$

## Step 7: Complement the symbol table after shift

Set control bit table (CBIT) to all 0 and byte length is $L=[(N+M) / 8+1]$. If the value of symbol table after shift is below the certain value (ex. $20_{16}$ ), we complement the symbol of symbol table after shift and set the relative bit of control bit to 1 . The result of control bit table is as follows:

Control Bit Table (CBIT): $\mathrm{C}_{1} \mathrm{C}_{2} \ldots \mathrm{C}_{\mathrm{L}}$
Get symbol table after complement (STAC) as follows:

Symbol Table After Complement (STAC):

$$
\mathrm{SS}_{1} \mathrm{SC}_{2} \ldots \mathrm{SS}_{\mathrm{N}+\mathrm{M}+1}
$$

## Step 8: Packed control byte table

To form control byte table (CBT), we take each 7 bits of control bit table (CBIT) from left and set bit 0 to 1. The length of control byte table is $\mathrm{K}=[(\mathrm{N}+\mathrm{M}) / 7]+1$. Control Byte Table is as follows: Control Byte Table (CBT): (CB1 $)\left(\mathrm{CB} 1_{2}\right)\left(\mathrm{CB} 1_{\mathrm{K}}\right)$

## Step 9: Shift the control byte table

Set control byte shift table (CBST) as follows:
Control byte shift table (CBST): $\mathrm{CF}_{1} \mathrm{CF}_{2, \ldots} \mathrm{CF}_{\mathrm{K}}$
Shift left of each byte of control byte table (CBT) according to control byte shift table (CBST). Get the Control Byte after shift (CBAS) as follows:
Control Byte after shift (CBAS): $\quad \mathrm{CS}_{1} \mathrm{CS}_{2} \ldots \mathrm{CS}_{\mathrm{K}}$
Step 10: Combine symbol table after complement and control byte after shift to get cipher text (CT)
Set control byte position table (CBPT).
Control Byte Position Table (CBPT):

$$
\mathrm{CP}_{1} \mathrm{CP}_{2} \ldots \mathrm{CP}_{\mathrm{K}}
$$

Insert each control byte after shift into symbol table after complement (STAC) according to control byte position table (CBPT). Get the cipher text (CT).

Cipher text (CT): $\quad \mathrm{SS}_{1} \mathrm{SC}_{2} \mathrm{CS}_{1} \ldots \mathrm{SS}_{\mathrm{N}+\mathrm{M}+1+\mathrm{K}}$

## 3. Decryption algorithm

The steps of decryption algorithm are as follows:

## Step 1: Get the cipher text (CT)

We get the cipher text (CT) as follows:
Cipher text (CT): $\mathrm{C}_{1} \mathrm{C}_{2} \ldots \mathrm{C}_{\mathrm{N}+\mathrm{M}+1+\mathrm{K}}$

## Step 2: Separate cipher text into control byte

 after separation (CBAS) and symbol table after separation (STAS)Get control byte position table (CBPT)
Control Byte Position Table (CBPT):

$$
\mathrm{CP}_{1} \mathrm{CP}_{2} \ldots \mathrm{CP}_{\mathrm{K}}
$$

Following control byte position table (CBPT), we separate cipher text (CT) into control byte after separation (CBAS) and symbol table after separation (STAS) as follows: Control Byte After Separation
(CBAS): $\mathrm{CS}_{1} \mathrm{CS}_{2} \ldots \mathrm{CS}_{\mathrm{K}}$ Symbol Table After Separation (STAS):

$$
\mathrm{SS}_{1} \mathrm{SS}_{2} \ldots \mathrm{SS}_{\mathrm{N}+\mathrm{M}+1}
$$

## Step 3: Shift control byte after separation

Get control byte shift table (CBST).
Set the value of shift table of each byte as 8 minus control byte shift table (CBST) as follows:

Control Byte Shift Table (CBST): $\mathrm{CF}_{1} \mathrm{CF}_{2} \ldots \mathrm{CF}_{\mathrm{K}}$
We left shift each byte of control byte after separation (CBAS) according to above shift table. Get control byte after shift (CBAS) as follows: Control Byte After Shift (CBAS): $\quad \mathrm{CB}_{1} \mathrm{CB}_{2} . . \mathrm{CB}_{\mathrm{K}}$

## Step 4: Pack control byte after shift

We retrieve 7 bits from each control byte after shift (CBAS). We pack above bits to form control bit table (CBIT).

Control Bit Table (CBIT): $\mathrm{CI}_{1} \mathrm{CI}_{2} \ldots \mathrm{CI}_{\mathrm{L}}$
Step 5: Complement symbol table after separation
From the relative bit position of control bit table
(CBIT), if bit $=1$ then we complement the symbol of symbol table after separation (STAS) else no change.

Get the symbol table after complement (STAC) as follows:
Symbol Table After Complement (STAC):

$$
\mathrm{SC}_{1} \mathrm{SC}_{2} \ldots \mathrm{SC}_{\mathrm{N}+\mathrm{M}+1}
$$

## Step 6: Shift symbol table after complement

Get shift left table (SLT).
Set each byte of shift table as 8 minus shift left table (SLT) as follows:

Shift Left Table (SLT): $\mathrm{F}_{1} \mathrm{~F}_{2} \quad . . . \mathrm{F}_{\mathrm{N}+\mathrm{M}+1}$
We left shift each byte of the symbol table after complement (STAC) according the above shift table.

Get symbol table after shift (STAS) as follows: Symbol Table After Shift (STAS): $\mathrm{ST}_{1} \mathrm{ST}_{2} \ldots \mathrm{ST}_{\mathrm{N}+\mathrm{M}+1}$

## Step 7: Transpose the symbol table after shift

Get the position table (PT).
Position Table (PT): $\quad \mathrm{P}_{1} \mathrm{P}_{2} \ldots \mathrm{P}_{\mathrm{N}+\mathrm{M}+1}$.
According to the position table, we transpose the symbol table after shift (STAS).

Get symbol table after transposition (STAT) as follows:

Symbol Table After Transposition (STAT):

$$
\mathrm{SP}_{1} \mathrm{SP}_{2} \ldots \mathrm{SP}_{\mathrm{M}+\mathrm{N}+1}
$$

## Step 8: Rotate symbol table after transposition

Get the rotated value from trailer byte of STAT and call it as RB. If RB is odd, rotate symbol table after transposition without trailer byte to right RB times. If RB is even, rotate symbol table after transposition without trailer byte to left RB times.

Get symbol table after rotation (STAR) as follows:
Symbol Table After Rotation (STAR):

$$
\mathrm{SR}_{1} \mathrm{SR}_{2} \ldots \mathrm{SR}_{\mathrm{N}+\mathrm{M}+1}
$$

## Step 9: Get plaintext (PT).

Get the plaintext from first N symbols of symbol table after rotation (STAR) as follows:
Plaintext (PT) $\quad \mathrm{S}_{1} \mathrm{~S}_{2} \ldots \mathrm{~S}_{\mathrm{N}}$

## 4. Implementation

In this section, we implemented the proposed algorithms in Section 4.1-4.2, and presented the discussion of implementation in Section 4.3.

### 4.1 Computing environment

| Computer: type: | INTEL, Pentium D830 |
| :--- | :--- |
| Memory size: | DDR 512 MB *2 |
| Computer Language: C Language |  |

### 4.2 Executing results

The processing time of the difference combinations of symbol size and executing times are as follows: Table 1 is the encryption processing time and Table 2 is the decryption processing time

Table 1 Encryption processing time

| Encryption | Symbol table: size(Bytes) |  |  |  |
| :--- | :--- | :--- | :--- | :--- |
| Times $^{* 1}$ | 8 | 16 | 24 | 32 |
| 1 M | $9.75^{* 2}$ | 12.19 | 13.98 | 15.98 |
| 4 M | 36.98 | 49.33 | 56.39 | 64.31 |
| 8 M | 79.20 | 98.36 | 112.94 | 128.64 |
| 16 M | 168.84 | 192.42 | 226.70 | 256.97 |

${ }^{* 1} \mathrm{M}=1000000$ processing times.
${ }^{* 2}$ processing time in second

Table 2 Decryption processing time

| Decryption | Symbol table: size(Bytes) |  |  |  |
| :--- | ---: | ---: | ---: | :--- |
| Times* | 8 | 16 | 24 | 32 |
| 1 M | 4.73 | 7.06 | 9.47 | 11.95 |
| 4 M | 18.77 | 28.73 | 38.30 | 47.63 |
| 8 M | 38.55 | 56.67 | 75.89 | 95.47 |
| 16 M | 77.14 | 114.14 | 151.69 | 192.70 |

${ }^{* 1} \mathrm{M}=1000000$ processing times.
${ }^{* 2}$ processing time in second

### 4.3 Discussion of implementation

(1) Encryption takes more time because it calls DATE and TIME function to produce dummy symbols. We can choose the other function to replace.
(2) Number of symbols increases, time is linearly increases.
(3) Number of executing times increases, time linearly increases.

## 5. Conclusion and Discussion

In this study, we used the basic computing operations to design these encryption and decryption algorithms. We don't need any special hardware. Finally, we made some comments about this study.
(1) To do the decryption, we should have the following tables and values to decrypt.

> Position table (PT)
> Shift Left Table (SLT)
> Control Byte Sift Table (CBST)
> Control Byte Position Table (CBPT)
> Length of plaintext to encryption
> Length of dummy symbols
(2) The length of cipher text is the length of plaintext and dummy symbols and control bytes (about (plaintext + dummy symbol)/8)
(3) The same plaintext may encrypt to different cipher text, when the transfer time is different.
(4) If plaintext acts as key, we must decrypt the received cipher text and check the key whether existed or not.
(5) The reasons of difficult cryptanalysis are as follow;:
(a)Through complement, we can avoid control codes of transmission.
(b)Through rotation, when plaintext is on sequence numbers, it may be different position and difficult to process cryptanalysis.
(c) Through left shift, the content has changed.
(d) Insert dummy symbols, we'll be difficult to determine plaintext.
(6) Using basic operations, we don't need complex computation.
(7) By the algorithms described in Section 2, and Section 3, we can set up the encryption and decryption mechanism by computers as a useful and security procedure.
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