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Abstract: The evolution of Enterprise Information Systems (EIS) has been shift from data-centric information systems to process-centric information systems in last decade. Business Process Management (BPM), extension of Workflow Management (WFM) contains methods, techniques and tools to support the design, enactment, management and analysis of business process. Petri Nets (PN) are used like standard for BPM and WFM technology. Our approach is to define a methodology for analyze, design, implement, maintain EIS only with Computer Aided Software Engineering (CASE) tools, according to Model Driven Architecture (MDA) from Platform Independent Models (PIMs) to Platform Specific Models (PSMs). In our approaches we proposed an extension of Object Constraint Language (OCL), Complete Constraint Language (CCL) in idea to use the Activity Diagram (AD) from Unified Modeling Language (UML) as formal basis for BPM and WFM technology, respectively Entity Relationship-Stored Procedures (ER-SP), an extension of ER (Entity Relationship) model for conceptual, syntactic and semantic modeling of relational databases in idea to create a link between external to physical models.


1 Introduction

The EIS application helps companies to manage the diversity of national and international trade. With over three decades of industry experience, EIS enables any kind of organization to streamline and automate the import and export activities according the regulatory compliances, mitigating the financial risk regarding global transactions, giving a holistically approach to manage global activities over heterogeneous landscapes.

OCL was formally developed as a business language with roots in Syntropy, second-generation object-oriented analysis and software design method developed at Object Designers Limited in the UK during the early 1990s, used to describe UML models, mapping only Class Diagrams and Object Diagrams.

In this paper we try to extend the Constraint Language syntax to the rest of UML diagrams: Use-Case Diagrams, Sequence Diagrams, Collaboration Diagrams, State Transition Diagrams and Activity Diagrams in idea to manage the Business Process with this OCL extension.

2 State-of-the-Art

Petri Nets flavors [1, 2, 3, 5, 6, 10, 12, 13, 14, 15, 16, 17, 18] are used for modeling and analysis of Workflow Management and Business Process Management in the workflow engines of SAP\textsuperscript{1} and Oracle\textsuperscript{2}. Oracle and SAP are using Business Process Execution Language (BPEL) integrated in their Application Servers.

3 Related Research

Business Process Management and Semantic Interoperability Research Program with their specific projects ATHENA and DIP are main direction at SAP Research. With ATHENA (Advanced Technologies for Interoperability of Heterogeneous Enterprise Networks and their Applications) the SAP Research team has already developed a prototype for modeling and executing cross-organizational business processes, a draft ontology defining core business concepts, and a prototype of an adaptive and extensible infrastructure for Web-services connectivity to the project. In Figure 1 is illustrate the Model to Model

\textsuperscript{1}SAP\textsuperscript{TM} AG. All Rights Reserved.
\textsuperscript{2}Oracle\textsuperscript{TM} Corporation. All Rights Reserved
Figure 1: ATHENA Model-driven and Adaptable Interoperability Framework and Infrastructure, source [4].

Transformation and the Model to Text Transformation [4].

ATHENA builds upon the following vision statement:

"By 2010, enterprises will be able to seamlessly interoperate with others."

Data, Information, and Process Integration with Semantic Web Services (DIP) has the goal to provide a common framework for sharing and using data across applications, enterprises, and community boundaries.

4 Research Questions

We elaborate and describe two research questions:

1. (RQ1) The proposal Complete Constraint Language and UML contains enough methods, techniques and tools to support the design, enactment, management and analysis of Business Process according to Model Driven Architecture(MDA) from Platform Independent Models(PIMs) to Platform Specific Models(PSMs)?

2. (RQ2) The proposal Entity Relationship-Stored Procedures(ER-SP), an extension of ER(Entity Relationship) model for conceptual, syntactic and semantic modeling of relational databases could create a link between conceptual to physical models?

With (RQ1) we try to extend the ATHENA project with Complete Constraint Language in idea to transform the Platform Independent Model level into Platform Specific Model e.g. Java EE from SUN3 or .NET Framework from Microsoft4.

With (RQ2) we try to extend the DIP project with Entity Relationship-Stored Procedures(ER-SP) like Platform Independent Model for Data into Platform Specific Model RDBMS.

5 Motivation Scenario

We know that only from Class Diagram it is possible to generate skeleton code for applications programming, but the real blueprint for a project is entire with constraints from all UML diagrams type. My proposal research extends the description language OCL [21] with CCL for all UML diagrams with the purpose of giving permission for checking the syntax and the semantics for all of them. The UML diagrams must be in relationship giving together the blueprint for OOA/OOD models with collaboration and interaction [22]. The ATHENA[4] project manage the transformation between PIM for SOA(Information, Service, Process, and QoS) and XML flavors(XSD, BRM, WSDL, BPEL, etc.c.). Our approach is to manage the transformation between PIM(UML with OCL and CCL and ER-SPL) and PSM (Java EE or .NET Framework)

6 Use-Case Constraint Language syntax

We formally define the abstract syntax of Use-Case Constraint Language with the following components: a set of actors, a set of use-cases, a set of associations with role names and multiplicities, a generalization hierarchy over actors and use-cases.

6.1 Actors

Definition 1(ACTOR) The set of actors is a finite set of names:

$$ ACTOR \subseteq N $$ (1)

Each actor in ACTOR induces actor type's t_{actor} in T_{ACTOR}. T_{ACTOR} is a set of type names. All actors have a distinct name; in particular, an actor name may not be used again to define another actor with a

3 Sun Microsystems, Inc. All Rights Reserved
4 Microsoft Corp. All Rights Reserved
6.2 Use-cases

**Definition 2** (USE-CASE) The set of use-cases is a finite set of names:

\[
USE\text{-CASE} \subseteq N
\]  

Each use-case \( \in USE\text{-CASE} \) induces use-case type's \( t_{use-case} \in T_{USE\text{-CASE}} \). \( T_{USE\text{-CASE}} \) is a set of type names. All use-cases have a distinct name; in particular, a use case may not be used again to define another use-case with a different type.

\[
\forall use-case_1, use-case_2 \in T_{USE\text{-CASE}}: (use-case : t_{use-case} \rightarrow use-case_1, use-case : t_{use-case} \rightarrow use-case_2) \implies use-case_1 = use-case_2
\]

6.3 Associations

Associations for actors and use-cases describe the relationship between actors and use-cases. Generally, actors and use-cases may participate in any number of associations, and associations may connect two or more actors and/or use-cases.

**Definition 3** (ACTOR ASSOCIATIONS) The set of actors associations is a finite set of names:

\[
ACTOR\text{-ASSOC} \subseteq N
\]

assoc : \( \{ \) \( ACTOR\text{-ASSOC} \rightarrow ACTOR^+, \) as \( \langle \) \( \text{actor}_1, \ldots, \text{actor}_n \rangle, n \geq 2 \)

**Definition 4** (USE-CASE ASSOCIATIONS) The set of use-case associations is a finite set of names:

\[
USE\text{-CASE}\text{-ASSOC} \subseteq N
\]

assoc : \( \{ \) \( USE\text{-CASE}\text{-ASSOC} \rightarrow USE\text{-CASE}^+, \) as \( \langle \) \( use-case_1, \ldots, use-case_n \rangle, n \geq 2 \)

6.4 Role names

Actors and use-case appear more than once in an association, each time playing a different role. A role name of a actor and use-case are used to determine the navigation.

**Definition 5** (ACTOR ROLE NAMES) Let actor_assoc \( \in ACTOR\text{-ASSOC} \) be an actor association 
\( assoc(as) = \langle \text{actor}_1, \ldots, \text{actor}_n \rangle \). Role is defined by function:

\[
roles : \{ \) \( ACTOR\text{-ASSOC} \rightarrow N^+, \) actor_assoc \( \mapsto \langle r_1, \ldots, r_n \rangle, n \geq 2, \) \( \forall i, j \in \overline{1,n} : i \neq j \implies r_i \neq r_j \)

**Definition 6** (USE-CASE ROLE NAMES) Let use-case_assoc \( \in USE\text{-CASE}\text{-ASSOC} \) be an use-case association 
\( assoc(as) = \langle use-case_1, \ldots, use-case_n \rangle \). Role is defined by function:

\[
roles : \{ \) \( USE\text{-CASE}\text{-ASSOC} \rightarrow N^+, \) use-case_assoc \( \mapsto \langle r_1, \ldots, r_n \rangle, n \geq 2, \) \( \forall i, j \in \overline{1,n} : i \neq j \implies r_i \neq r_j \)

6.5 Generalization

A generalization is a taxonomic relationship between two actors/use-cases. This relationship specializes a general actor/use-case into more specific actor/use-cases.

**Definition 7** (GENERALIZATION HIERARCHY FOR ACTORS) A generalization hierarchy for actors \( \prec \) is a partial order on the set of actors ACTOR.

\[
ACTOR \prec \]

Pairs in \( \prec \) describe generalization relationship between two actors. For actors \( \text{actor}_1, \text{actor}_2 \in ACTOR \) with \( \text{actor}_1 \prec \text{actor}_2 \) the actor \( \text{actor}_1 \) is child actor and \( \text{actor}_2 \) is a parent actor.

**Definition 8** (GENERALIZATION HIERARCHY FOR USE-CASES) A generalization hierarchy for use-cases \( \prec \) is a partial order on the set of use-cases USECASE. Pairs in \( \prec \) describe generalization relationship between two use-cases. For use-cases \( use-case_1, use-case_2 \in USE\text{-CASE} \) with \( use-case_1 \prec use-case_2 \) the usecases \( use-case_1 \) is child use-cases and \( use-case_2 \) is a parent use-cases.
Definition 9 (ABSTRACT SYNTAX FOR USE-CASE CONSTRAINT LANGUAGE) The syntax for use-case model is a structure defined by:

\[ M_1 = (\text{ACTOR, USE-CASE, assoc, roles}, m, \prec) \]  

(9)

Where components are defined in (1), (2), (3), (4), (5), (6), (7), (8) and \( m \) represents the multiplicity.

7 Abstract Syntax for Sequence Constraints Language

Definition 10 (ABSTRACT SYNTAX FOR SEQUENCE CONSTRAINT LANGUAGE) The Use-Case Diagram could generate the Sequence Diagram; the difference is that in Sequence Diagram the role names are indexed. The index is the "red line" for flow messages. Use-case could be defined by word what, respective Sequence Diagram by word how.

\[ M_2 = (\text{ACTOR, CLASS, assoc, roles}, m, \text{index}) \]  

(10)

where \( m \) represents the multiplicity.

8 Abstract Syntax for State Constraints Language

Definition 11 (ABSTRACT SYNTAX FOR SEQUENCE CONSTRAINT LANGUAGE) The syntax for state model is a structure defined by:

\[ M_3 = (i, \text{STATE, SUBSYS, DECISION}, \text{transit, f}) \]  

(11)

9 Abstract Syntax for Collaboration Constraints Language

Definition 12 (ABSTRACT SYNTAX FOR COLLABORATION CONSTRAINT LANGUAGE) The syntax for collaboration model is a structure similar to Sequence Constraint Language, but points the dynamic collaboration between components defined by:

\[ M_4 = (\text{ACTOR, CLASS, assoc, roles}, \text{index}) \]  

(12)

10 Abstract Syntax for Activity Constraints Language

Definition 13 (ABSTRACT SYNTAX FOR ACTIVITY CONSTRAINT LANGUAGE) Activity Diagrams are an amalgamation of number of techniques: state modeling, work flow modeling and petri-nets, defined by:

\[ M_5 = (i, \text{STATE, SUBSYS, DECISION, transit, f}) \]  

(13)

11 Entity Relationship-Stored Procedure

ER-SP (Entity Relationship - Stored Procedures) model try to be an extension to ER (Entity Relationship) model for conceptual, syntactic and semantic modeling of RDBMS in idea to create a link between external models to physical models for RDBMS. ER-SPL (Entity Relationship - Stored Procedures Language) tries to be independent by RDBMS vendors in idea to support their own SQL (DDL, DML, DCL) dialects. The model proposes a new entity type called Stored Procedures type and the language behind him in idea to be platform independent in relation with SQL dialects and their Procedural Languages. The concept of stored procedures type is abstract, helps in syntactic and semantic modeling, and is required in physical implementation. A stored procedures entity type along with his language captures the syntactic and semantics of an RDBMS schema in his dynamical evolution.

The ER[8] Model serves as the foundation of many systems analysis and design methodologies, repository systems, and CASE tools from commercial software vendors to free source world. Any important article, book from respectable publishing houses where the modeling word is a key word the ER Model or ER Model flavors are just in place.

During the time because there is no standard for ER Model there are a lot confusions regarding the definition of the entity.

Bernhard Thalheim in[23] cite more than twelve different approach for defining the entity notion with the following remark "The confusion is almost since most of the database and software engineering books do not define at all the notion of entity ”

11.1 ER Model

ER Model has been redefined because of his popularity with ER Metamodels like EER (Extended Entity Relationship) [11], CSL (Conceptual Schema
Constraint Language (DCL), an extension description language for ER(Entity Relationship) Model on conceptual level respective ER-SP(Entity Relationship - Stored Procedure) for Database Diagrams on physical level.
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13 Conclusions

In this paper we propose the abstract syntax for Complete Constraint Language, platform independent language for UML 2.0. Because most of business application development process do not respect all milestones for their methodologies when some upgrades are made, the team involved is focused only on coding, reanalyzing and redesign is neglected. Complete Constraint Language for UML 2.0 diagrams has been proposed to fill this gap.
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