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Abstract: - Cryptographic protocols are designed to provide security services, such as key distribution, authentication and non-repudiation, over insecure networks. The design process of cryptographic protocols is highly complex. In particular, the translation from the informal protocol description to the formal protocol specification is an error-prone step, as the exact meaning of the requirements of the security protocol need to be conveyed. This paper presents a case study on extending the Common Authentication Protocol Specification Language (CAPSL) to enable it to be used with logic-based formal verification tools for security protocols.
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1. Introduction

Cryptographic protocols are designed to provide security services, such as key distribution, authentication and non-repudiation, over insecure networks. The design process of cryptographic protocols is particularly complex and error-prone [1]. The surprisingly significant number of published protocols that have subsequently been found to contain various flaws, sometimes several years after the original publication, highlights the complexity of the design process.

Conventionally, informal techniques have been used in the design and verification of cryptographic protocols. However, informal verification alone can lead to subtle protocol flaws and weaknesses remaining unidentified. Conversely, formal verification techniques provide a systematic approach to discovering protocol flaws and weaknesses. Common approaches to formal protocol verification are based on modal logics [1], [2], [3] or state-machines [4], [5], [6], [7]. Automation of such formal verification techniques removes many of the potential error sources in manual verification [8].

Although formal verification has demonstrated great success in discovering protocol flaws, these formal techniques are not foolproof. The complex and difficult translation from the informal protocol description to the formal protocol specification is the critical step in order to convey the exact meaning of security protocol steps [9]. Any misunderstanding of these steps will result in a flawed formal specification, rendering the formal verification process useless. This is particularly true of logic-based verifications, as the intended message meanings must be formally defined, which requires a thorough understanding of the logic.

CAPSL is a formal language for expressing authentication and key-exchange protocols. Its purpose is to express enough of the abstract features of these protocols to support an analysis for protocol failures. However, due to its original design intention for use with state-machine based verification techniques, CAPSL has difficulty to model certain logic-specific features.

![Fig. 1: Automated Protocol Verification](image)

This paper presents a case study on extending CAPSL to enable it to be used in logic-based formal verification of security protocols. Using
these extensions, one can use the CAPSL specification language to model protocols for verification with the GNY logic. Such a formal specification can be used as the input to an automated proving engine [8], [10] as outlined in Figure 1, where the translation from the CAPSL protocol specification into the logic-specific specification is automated.

2. Logic-Based Verification

The technique of logic-based formal verification is accredited largely to Burrows, Abadi and Needham, developers of the BAN logic [11]. This work initiated intense research in the area of logic-based formal verification. Several logics, such as GNY [12], CS [13] and ZV [14] have been developed on the basis of BAN. These logics can be used to generate concise proofs and have identified a number of flaws in protocols previously considered secure. They incorporate several improvements over BAN and are applicable to a wider range of protocols. In general, logic-based formal verification involves the following steps [1]:

1. Formalisation of the protocol messages
2. Specification of the initial assumptions
3. Specification of the protocol goals
4. Application of the logical postulates

A successfully verified protocol can be considered secure within the scope of the logic. On the other hand, even the results of a failed verification are helpful, as these may point to missing assumptions or weaknesses in the protocol. If a weakness is discovered, the protocol should be redesigned and re-verified.

However, verification logics have their limitations, not least of which is the likelihood of errors in protocol formalisation. Opportunities to make such mistakes abound as the verification process is complicated and requires a thorough understanding of the used logic. During the verification process the semantics of the protocol must be interpreted, in order to specify the meaning that a protocol message is intended to convey. If the formalised protocol does not properly represent the original design, then the proof demonstrates only that the protocol corresponding to this formal description is secure. However, no claims can be made on the security of the original design. The use of a commonly known specification language, like CAPSL, reduces the risk of errors in the specification.

3. The CAPSL Specification Language

CAPSL, acronym for Common Authentication Protocol Specification Language, is a formal language for expressing authentication and key-exchange protocols [15]. Its purpose is to express enough of the abstract features of these protocols to support an analysis for protocol failures. The authors of CAPSL had broadened the applicability of CAPSL further with the extension to MuCAPSL [16] for multicasts protocols. However, CAPSL has difficulty to present certain features specific to logic-based verifications, due to its original design intention for use with state-space-based verification techniques. While this case study uses the CAPSL language, the presented extensions can also be applied to MuCAPSL.

CAPSL is defined as a high-level language for applying formal methods to the security analysis of cryptographic protocols. It intends to permit a protocol to be specified once in a form that is usable as an interface to any type of analysis tool or technique, given appropriate translation software. CAPSL also clarifies the distinction between short-term session data and the long-term data associated with persistent entities. This distinction is achieved by applying the general type specification mechanism, together with the novel concepts of private functions and invertibility axioms. CAPSL is modular and extensible, and has a number of syntactic features that are unique to protocol analysis. CAPSL syntax is motivated both by user convenience and by the needs of protocol analysis tools. A CAPSL specification is made up of three kinds of modules: typespec, protocol, and environment specifications, usually in that order. Abstract data type specifications (called typespecs) introduce new data types and define cryptographic operators and other functions axiomatically. Standard typespecs are included automatically and others may be supplied by the user. A protocol specification has three principal parts: declarations, messages and goals. With CAPSL, one can express protocols in the message-list form. Figure 2 illustrates a sample protocol specification for the Needham-Schöder Public-Key Protocol.

3.1 Extendibility of CAPSL

One of CAPSL’s advantages over other specification languages is its extendibility in the form of abstract data type specifications, called typespecs. Typespecs are used to declare operations axiomatically as abstract data types. Specifications
for the most popular operators, representing the abstract features of cryptosystems, are included in a standard 'prelude' file of typespecs supplied with the CAPSL environment.

Type specifications in CAPSL and their use for introducing new operators and subtypes bring an expanding class of protocols within reach. Further, typespecs can be used to introduce new operators and subtypes as needed when specifying a protocol for a specific verification tool or technique.

```
PROTOCOL NSPK;
  VARIABLES
    A, B: PKUser;
    Na, Nb: Nonce, CRYPTO;
  ASSUMPTIONS
    HOLDS A: B;
  MESSAGES
    1. A -> B: (A, Na)pk(B);
    2. B -> A: (Na, Nb)pk(A);
    3. A -> B: (Nb)pk(B);
  GOALS
    SECRET Na
    SECRET Nb;
    PRECEDES A: B | Na;
    PRECEDES B: A | Nb;
END;
```

Fig.2: Sample CAPSL Specification

### 3.2 Problems in Using CAPSL with Logic-based Formal Verification

CAPSL is intended to serve as an interface supporting a wide range of formal verification techniques for the analysis of cryptographic protocols. However, due to its design goal for use with state-space techniques, it provides little support for many required operators in logic-based verifications. Therefore, the original CAPSL language cannot directly be used to specify security protocols for logic-based verifications. However, typespecs can be used to introduce the required operators for use with different logics. As different logics use distinct operators, a different set of typespec extensions must be used for each individual logic. For example, the concepts of belief and jurisdiction are central to the GNY logic, while the CS logic is based on knowledge and time-indices.

### 3.3 Using “Typespecs” to Extend CAPSL

CAPSL’s extendibility is achieved using the keyword typespec to introduce new data types and functional operators into CAPSL to meet various requirements of different verification methods.

The classical use of typespec in CAPSL is to declare cryptographic operators, hash functions, and other operations axiomatically as abstract data types. For example, in the CAPSL prelude file the basic symmetric-key type was introduced as shown in Figure 3.

```
TYPESPEC SK; IMPORTS FIELD;
  TYPES SK;
  FUNCTIONS
    sha(Field): SK;
    mac(SK, Field): SK;
END;
```

Fig.3: CAPSL Symmetric-key Type

The only operators given in this typespec are a hash function and a keyed hash. The new type KKEY now can be used to declare a variable or a subtype in a protocol description.

To utilize CAPSL in logic-based verification of security protocols, it must be extended for each individual logic, as many of the corresponding logic operators are not supported in CAPSL. While the use of typespec was intended to introduce operations used for the execution of cryptographic protocols, such as encryption and decryption, it also can be used to include verification operators not provided by the original CAPSL language. For example, Figure 4 presents a type specification for the GNY logic in regard to its jurisdiction operator. By importing this type into a protocol specification file, the GNY jurisdiction property can be modelled.

```
TYPESPEC JURIS;
  FUNCTIONS
    Jurisdiction(Principal, Field): Atom;
END;
```

Fig.4: Type for GNY Jurisdiction Operator

### 4. Case Study: A CAPSL Extension for the GNY Logic

This section investigates the extension of CAPSL for the GNY logic. While CAPSL provides a number of common constructs, which are applicable to cryptographic protocols, it is not able to model all of GNY’s operators. The proposed extensions in this paper allow the use of CAPSL with GNY-based verifications.

#### 4.1 The GNY Logic

The GNY logic [12] is used to reason about cryptographic protocols. GNY is a direct successor
of the BAN logic and is quite powerful in its ability to uncover even subtle protocol flaws. Discussions of the virtues and limitations of the logic can be found in [17] and [18].

In GNY, message extensions are added to the protocol description during protocol formalisation, so that principals can communicate their beliefs and thus reason about each other’s beliefs. The use of message extensions enables the logic to deal with different levels of trust between protocol principals. As such, it is considered an improvement over BAN, which assumes that all principals are honest and competent. This development is noteworthy as many protocol attacks are performed by dishonest principals. As an example of a message extension, consider the following: $P \rightarrow Q: (K,P) K_s$ is formally stated as $Q \leftarrow *\{K,*,P\} K_s \rightarrow S \models P \overset{K}{\rightarrow} Q$. This means that principal $Q$ is told a session key, $K$, and an identity, $P$, encrypted under the private key of principal $S$. Each component is marked with a not-originated-here asterisk. Also, $Q$ is told that $S$ believes $K$ is a suitable shared secret for $P$ and $Q$.

The postulates of the GNY logic are used to deduce whether the protocol goals can be derived from the initial assumptions and protocol steps. If such a derivation exists, the protocol is successfully verified.

### 4.2 Extending CAPSL for GNY

The following concepts of the GNY logic need to be modelled by CAPSL:

- **Convey:** When a principal conveys some formula $X$, $X$ can be the message itself or something computable from such a message, i.e. a formula can be conveyed implicitly. This operator is not directly supported in CAPSL.

- **Possession:** This indicates what a principal possesses, or is capable of possessing. At any particular stage of a protocol run, this includes all the formulae that a principal has been told, all the formulae it started the session with, as well as all the ones it has generated during the course of the run. Also, the principal possesses or is capable of possessing everything that is computable from the formulae that it already possesses. Available through CAPSL **Holds** operator.

- **Freshness:** When a formula is declared as fresh, it implies that this formula has not been used for the same purpose at any time before the current run of the protocol e.g. a pseudo-random number generator can produce formulae that a principal can safely believe to be fresh. CAPSL only supports freshness of variables, but not of messages/statements.

- **Recognisable:** This implies that a principal would recognise a formula if the principal has certain expectations about the contents of the formula. The principal may recognise its own identifier e.g. its own identifier, a particular structure e.g. the format of a timestamp, or a particular form of redundancy. This operator is not directly supported in CAPSL.

- **Belief:** The reasoning system uses rules about how belief is propagated to establish new beliefs. Belief is considered useful in evaluating trust that may be placed in a security protocol or another principal. If a principal $P$ believes $X$, then the principal $P$ acts as if $X$ is true. Available through CAPSL **believes** operator.

- **Secrecy:** A secrecy assertion implies that the value of a variable generated by its nominal originator cannot be obtained by an intruder (unless, that is, that the intruder is playing the role of a legitimate). Available through CAPSL **secret** operator.

- **Jurisdiction:** The notion of jurisdiction also represents trust. Saying that a principal has jurisdiction over some piece of data implies that the principal is an authority on this data and should be trusted on this matter. This operator is not directly supported in CAPSL.

- **Message Extension:** Protocol specifications often include verbal descriptions to the effect that a principal should only proceed if certain conditions hold or only if the principal holds certain beliefs. This can be regarded as a precondition. In GNY, if a statement $C$ is the precondition for a formula being conveyed, $C$ is called a message extension.

Figure 5 details the proposed “Typespec” extensions to the CAPSL language for GNY specifications.

The CAPSL specification detailed in Figure 6 models the Needham-Schroeder Symmetric Key protocol using the extensions outlined above.

### 5. Conclusions

This paper reviewed the CAPSL specification language and its usage with logic-based formal verification of cryptographic protocols. The existing problems when using CAPSL as a specification language for verifications with formal logics are detailed. As a case study, the GNY logic was selected to investigate the extendibility of CAPSL for use with logic-based verifications.
Fig. 5: Proposed GNY extensions for CAPSL

Fig. 6: Sample Extended CAPSL Specification

This paper proposes extensions to the CAPSL specification language in the form of typespecs. These extensions allow the use of CAPSL as a specification language for GNY-based verifications. Such a formal specification can be used as the input to an automated proving engine, where the translation from the CAPSL protocol specification into the logic-specific specification is
automated. Similar extensions of CAPSL can be developed for other verification logics, to allow the use of CAPSL as a specification language for these logics.
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