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Abstract: - An agent-based platform for contract negotiation in electricity market is presented. An intelligent agent implements the negotiation process by selecting a strategy based on learning algorithm in an interactive manner with the user. Two kinds of learning algorithm--fuzzy logic controller modification of basic Genetic Algorithm for negotiation strategy optimization, and reinforced learning algorithm for parameter modification of negotiation tactics--are provided for the agent. Protocol Operation Semantics that meet the requirement of sequential message exchange flexibly is used as agent communication mechanism. The paper presents the architecture of the agents and details with its software implementations.
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1. Introduction

The electricity markets have evolved over the past decade to substitute ever-existing regulated monopolies in the electricity supply industry. The basic markets are: the power pool, power exchange auction, and bilateral contracts. Restructuring the electricity industry into an open market has created demands for new software tools to meet future challenges and expanding requirements of competitive power systems. Especially for market participators they need some intelligent system for decision support and implementation of competitive strategy.

There are many efforts discussing the bidding strategies of Generation companies in power pool and power exchange auction market. These include game theoretical method [1-4] and genetic algorithm [5]. However little effort has devoted to the negotiation strategy in contract market [6]. In this paper we propose an agent-based negotiation platform for participators in contract market. The platform combines the strategy optimization of the agents with negotiation implementation for contract market.

2. Agent-based system

An agent is an encapsulated computer system that is situated in some environment, and is capable of flexible, autonomous action in that environment in order to meet its design objectives [7,8]. Multi-agent system (MAS) is a system that is consisted of two or more interactive agents in a common environment. Currently the most widely used communication mechanism in MAS is KQML [9]. However KQML is too rigid and makes too strong assumptions when defining the semantics. More importantly, it only allows the specification of individual messages, but hardly permit to deal with sequences of message exchanges, which are unavoidable in complex negotiation situation, such as in contract market. So when designing a trading platform for negotiation in electricity market appropriate communication mechanism is needed.

Multi-agent system captures the decentralized nature of electricity supply industry after restructuring and is a natural tool for market research. Recently there are considerable discussions on application of agent-based system in electric market research [10-12]. However in these works the agent system is mainly for purpose of market simulation and not designed to deal with actual applications. To see an overview of MAS in electricity market research refer to [13]. In order to utilize MAS as real market trading system, the trading strategy, the learning algorithm of agent as well as the communication mechanism must be properly defined and related supporting functions
for trading such as market forecasting and analysis must be incorporated within the agent platform. Our paper tries to provide such a realistic system.

3. Electricity negotiation framework
Negotiation is defined as a process by which a joint decision is made by two or more parties. In electricity market, the negotiating commodity is the electric energy contract. The negotiating parties are power generating and power-consuming companies (GenCo and ConCo) and/or energy brokers. Generally the contract has the following parameters:
1. \( z \): Contract volume (Mega Watt hour MWh)
2. \( ts \) and \( te \): Contract starting time and ending time
3. \( P_{\text{max}}(t) \): Maximum amount of electricity (MWh) that can be drawn during time \( t \)
4. \( tl \): Contract lead time defined as the minimum time between scheduling decisions and delivery of energy.
5. \( f \): Contract price ($/MWh)

The negotiating parties communicate through the Internet by utilizing agents to automate the negotiation process. Agents are designed to be adaptive, responsive to market changes, and apt to learning-by-doing.

3.1. Formulation of negotiation
Let \( ng \) and \( nc \) be the number of GenCo and ConCo negotiating agents in the electricity market. The \( j \)th ConCo has a demand curve \( D_j(r,t) \) as a function of price \( r \) for each \( t \), and the system total demand is then \( D(r,t) \). The \( r \)th GenCo owns \( ngr \) generating units. The power generated by the \( i \)th unit owned by company \( r \), during hour \( t \), is \( gli(t) \). The costs associated with the unit are: start-up, shut-down, operation, and maintenance. The Unit constraints are: generation bounds, minimum up and down times, and ramp up and down limits. The system constraints are: generation-load balance, spinning reserve requirements, emission bounds, and transmission line limits. These constraints and associated contract parameter limits are formally described by a set of inequalities as \( h(X,t) \leq 0 \), where \( X \) represents a vector of contract parameters. Each ConCo is assumed to determine its contract volume according to the following proposition [6].

Proposition: let \( \hat{\rho} \) denote the expected market clearing price, then the \( j \)th ConCo contract quantity is determined by
\[
z_j = D_j(\rho,t) - \frac{\partial - f}{\partial \rho} \frac{\partial \hat{\rho}}{\partial z_j}
\]
(1)

Eq.(1) implies that the contract volume largely depends on \( f \) and \( \hat{\rho} \). If Gencos are non-cooperative and \( f > \hat{\rho} \), then there will always be a GenCo, at least, that would be willing to undercut a rival in the contract market. If a GenCo chooses to contract at \( f \), then the \( j \)th ConCo determines its price maximizing contract volume according to (1).

Each GenCo, on the other hand, negotiates its selling price and associated contract parameters so as to maximize its profit, defined formally as
\[
\max_{\rho,X} \pi(\rho,X,P) \quad \text{s.t.} \quad h(X,t) \leq 0
\]
(2)

Where \( P \) represents a relational knowledge representation of contract parameters and negotiation expert domain.

3.2. Negotiation process
In electric market, the trading participator first makes judgments on market situations based on market forecasting and analysis, then selects trading counterparts and initiates bilateral or multilateral negotiation based on its risk attitude. In our system market participator take on the duty of market situation judgment and trading strategy selection while forecasting analysis and negotiation process is implemented in the agent.

There are three kinds of negotiation approaches that commonly used in agents system: game theoretic method, heuristics and argumentation. Game theoretic method assumes that agents is perfectly computational rationality and is often computationally intractable. Heuristics on the other hand searches in the negotiation space in a non-exhaustive fashion. The final result of heuristics may be sub-optimal. Argumentation allows the agent to propose new information and may alter the entire negotiation space and is perhaps the most complex one in implementation. Because of its complexity and constraints of communication mechanism, application of argumentation in agent system is seldom. In our paper, in order to avoid unnecessary complexity we assume that the argumentation between the negotiation parties involves only contract parameters.
4. Tactics and strategy

Tactics are the set of functions that determine how to compute the value of the contract parameter with respect to a given criterion. Varieties of tactics have been proposed to account for opponent behavior.

4.1. Time-dependent tactics

In this tactics model, the value of the contract parameter \( j \) during time \( t \), is given by \[14\]:

\[
X_{a \rightarrow b}^t[j] = \begin{cases} 
\min_i + \alpha_j(t)(\max_j - \min_j) & \text{if } V_j^a \downarrow \\
\min_i + (1 - \alpha_j(t))(\max_j - \min_j) & \text{if } V_j^a \uparrow 
\end{cases}
\]

\[
\max_j^a, \min_j^a \quad \text{Maximun and minimum value of parameter } j \text{ accepted by agent } a.
\]

Increasing and decreasing, scoring function representing a score GenCo agent \( a \) assigns to \( x \) of \( j \).

\[
a_j^a(t) : \text{Offer proposed by GenCo } a \text{ to ConCo } b \text{ for a contract parameter and is expressed as}
\]

\[
a_j^a(t) = \left( \frac{\min(t, t_{max}^a)}{t_{max}^a} \right)^{\beta_j}
\]

Where \( t_{max}^a \) is the maximum negotiation time for agent \( a \) and \( \beta_j \) is the parameter of agent type.

4.2. Behavior-dependent tactics

In these tactics agents base their actions on the behavior of their negotiation opponent. The value of the contract parameter \( j \) for a Relative Tit-for-Tat action is given by \[15\]:

\[
X_{a \rightarrow b}^{t+1}[j] = \min(\mu, \max_j^a)
\]

Where \( \mu = \max(\xi, \min_j^a) \) and

\[
\xi = \frac{X_{a \rightarrow b}^t[j] \cdot X_{a \rightarrow b}^{t+1}[j]}{X_{a \rightarrow b}^{t-2}[j] \cdot X_{a \rightarrow b}^{t+2}[j]}
\]

The functions min and max in (5) take the minimum and maximum values of the given arguments, respectively.

4.3. Strategy

A ConCo agent receives an offer from a GenCo agent opponent. If the offer is unsatisfactory, the ConCo agent generates a counter offer. Different combinations of tactics can be used to generate a counter offer. A weighted counter offer \( X_{a \rightarrow b}^t[j] \) would then be a linear combination of the tactics given in a matrix \( \Gamma_{a \rightarrow b}^{t+1} \) [16], that defines a state of an agent MS containing information about the agent knowledge, resource, attitude, goals, obligations and intentions. The agent counter strategy is then

\[
X_{a \rightarrow b}^{t+1}[j] = (\Gamma_{a \rightarrow b}^{t+1}T^a[MS_{a}^{t+1}])[i, j]
\]

where \( \Gamma_{a \rightarrow b}^{t+1}T^a[MS_{a}^{t+1}][i, j] = (\tau, [MS_{a}^{t+1}])[j] \)

and \( \Gamma_{a \rightarrow b}^{t+1} \) is a newly updated matrix, which is a function of agent state and previous matrix \( \Gamma_{a \rightarrow b}^t \).

5. Learning and optimization

Two kind of learning algorithms are designed for the agents. One is tactics parameter modification based on reinforced learning algorithm, the other being fuzzy logic modification of basic GA for strategy optimization.

5.1. Fuzzy logic controller genetic algorithm for strategy optimization

In the paper we utilize the fuzzy controller genetic algorithm proposed in [17] for strategy optimization. A negotiation strategy \( X \) is encoded as a chromosome with a number of genes. The genes represent the strategy parameters related to the contract and tactics of the strategy. Each chromosome has a fitness value defined by the profit function \( p \) for GenCos or the benefit function for ConCos. The main idea of fuzzy logic controller is to adjust the rate of crossover and mutation based on fuzzy logic in the optimization process. If the difference of average fitness value among several sequent generations is small, then crossover and mutation rate is enlarged until the difference becomes large. If the average fitness value declines, then crossover and mutation rate should be diminished. If the difference of average fitness value among sequent generations is nearly to zero then crossover and mutation rate should be increased greatly. Introducing fuzzy logic controller can speed
up the convergence process and meet the time requirement of bilateral negotiation.
By applying genetic operators: selection, crossover and mutation, a new population of chromosomes is generated. The new population is expected to consist of individuals with higher fitness values. Then fuzzy controller logic for adjustment of crossover and mutation rate is conducted in optimization process. Because genetic algorithm is a rather standard algorithm the detail of its operation is omitted here. To see the detailed operation process of fuzzy logic controller GA, see [17] for reference.

5.2. Reinforced learning for tactics parameter modification
Often the agent needs to adjust the parameter of negotiation tactics or strategy as the external and internal situation changes. Agents can learn about the appropriateness of tactics and strategy parameter based on reinforced learning.
For simplicity, the state of market that the GenCo or ConCo agent faces is an enumerable set of elementary outcomes, \( S = \{S_1, S_2, \ldots, S_i, \ldots\} \)

After making market situation analysis each agent get an imprecise impression of the state of the market \( \Theta' = \{\nu'_j, \nu'_2, \ldots, \nu'_j\} \), Where \( \nu'_j \subseteq S \), \( \Theta' \subseteq 2^\Theta \).

For each parameter of tactics or strategy suppose it is defined in a discrete space and denumerable. Agent adjust the value of parameter according to Eq. below [18,19]:
\[
F_{k}^{t+1} = F_{k}^{t} \frac{f(\pi' (a_{k}))}{\sum_{k} f^{k}(\pi' (a_{k}))}
\]
\[
P' (a_{k}) = \frac{F'_{k}}{\sum_{i} F'_{i}}
\]
Where
This selection mechanism induces a stochastic process on the strengths assigned to competing value of each parameter. If the action of selecting \( k \)th value under certain state in the past gives out better payoff then its strength in next period is enhanced, else the strength is decreased.

6. Infrastructure of the platform
6.1. Agent infrastructure
We design the agent platform based on intelligent engineering proposed in [20,21]. In Fig. 1 the main idea of agent design is illustrated. Knowledge base is user-defined rules for agent inference. The knowledge is open to avoid knowledge extraction and expression puzzles and to incorporate the experience and judgment of user into the system. Interference machine is an expert system to fulfill the reasoning process. Method base manages a set of methods such as forecasting methods, optimization methods for problem solving, while Model base is subordinated to method base and manage sets of concrete models, such as short-term forecasting model, long-term forecasting model, fuzzy logic Genetic Algorithm etc. Finally the database manages and stores the data and information for the agent.

Fig. 2 illustrates the infrastructure of the agent. It represents the activity functions [6]: market situation forecasting and analysis, optimization, negotiation, management, directory service, and communication. Forecasting and market analysis module makes market situation analysis for the decision period and then the user bases on the analysis to make his or her judgment on strategy selection. This is a very important function because in market situation all the decisions made by market participators are based on right judgment of market situation. Because there are so many forecasting models such as time series model, ANN model and others we are not going to detail with them.

The negotiation process is implemented within the negotiation server. The server handles strategy optimization, evaluation, and registration. Management keeps track of connected agents. Directory keeps record of connected agents. Finally, the agent communication component implements agent communication using Protocol Operation Semantics (POS). The peer agents are identified by the Internet Protocol (IP) addresses of their servers. A server carries out the negotiation process by checking the offer parameters against its user-registered information. Based on this information, the server
then consults with the user for decision-making, generates a counter-offer to be returned to the opponent or sends a POS-wrapped reply. The opponent peer agent would then either reject the offer or suggest possible changes.

Human-Computer Interface includes input and output interface. The input interface is to receive the instruction and demand of user to the agent, such as the strategy parameter set by the user, etc. Also the user is to interfere with the negotiation process by the input interface. The output interface is to visualize the negotiation process, the payoff of the agent during the negotiation, and status of other agents in the system.

6.2. Negotiation server

Negotiation server [6] stands for GenCo and ConCo to fulfill the negotiation task and accomplish three functions: (1) Registration service to allow a ConCo or GenCo specifying the requirements and constraints of the electricity contract. The user can also register the agent with a set of negotiation rules, which specify the negotiation strategies to be followed when constraints are violated during the negotiation phase. (2) Evaluation service to evaluate offers and possibly generate counter-offers, and (3) an event trigger service to detect and manage events and to trigger proper rules when events occurred.

![Fig.2: Functional Architecture of Agent](image)

6.3. Communication

In the system Protocol Operational Semantics [22] is selected as the communication implementation mechanism. Basically, making use of the Protocol Operational Semantics allows to specify for each agent a set of rules (called a protocol) that will monitor the use of basic behaviors/actions and predicates/evaluation the agents can perform. POS’s strength and specificity is in that it uses algebraic data types and pattern matching, allowing describing powerful protocols in a very compact way. Another advantage of POS is that it can deal with sequential message exchange and meet the requirements for contract market negotiation.

The three kinds of rules available in POS are:

- **Type 1**: \(\text{parSt}, \phi(\text{world}) \rightarrow \text{msg} \rightarrow \text{parSt}' , [A(\text{world})]\)
- **Type 2**: \(\text{parSt}, \phi(\text{world}) \rightarrow \text{msg} \rightarrow \text{parSt}' , [A(\text{world})]\)
- **Type 3**: \(\text{parSt}, \phi(\text{world}) \rightarrow \text{parSt}' , [A(\text{world})]\)

Where:
- \(\text{parst} \) and \(\text{parst}'\) are parameterized states in form of objects with an algebraic data type on which pattern-matching can be performed. The rest of the rule refers to such patterns through their variable name. Thus, pattern matching can be seen as a unification procedure, which fails if the pattern does not match, and which possibly binds a number of variables if it succeeds.
- \(\text{msg}\) is a message pattern, which is also given in the form of an object with an algebraic data type on which pattern-matching can be performed. In particular, if one makes a POS specification of KQML, there would be messages like:
  - \(\text{ask-one} \text{Content(Price)}\)
  - \(\text{For Contract Volume} \ z \ \text{and Time} \ (t\ s, t\ e)\)
  - \(\text{Receiver} \ (\text{generator}-j \ \text{server})\)
  - \(\text{Language} \ (\text{`Prolog'})\)
  - \(\text{Ontology} \ (\text{`Business'})\)

\(\phi(\text{world})\) is a logical combination of predicates over the world. Such a predicate is defined as a procedure that returns ‘nil’ if false or a non-nil value otherwise, that can additionally be linked to a variable.

\(A(\text{world})\) is a list of side-effects performed by the agent onto the world, in the paper this corresponds to the activation of a basic behavior.

- \(\text{send}\) is a list of message sendings of one of the following possible types:
  - \(\text{sendToId} \ \text{id} \ \text{msg}\) : send the message msg to agent id
  - \(\text{sendToGroup} \ \text{list} \ \text{msg}\) : send the message msg to a group of agents listed in list
  - \(\text{sendToALL} \ \text{msg}\) : send the message msg to all agents.
Type 1 rules correspond to the sending of messages, hence they are called sending rules. Type 2 rules correspond to the reading of a message from the agent’s mailbox, so they are denoted as receiving rule. With type 3 rules no message is exchanged, they are denoted as $\varepsilon$ rules.

A rule is fired when its parameterized state matches the current agent state and its predicate is true. Then, the corresponding list of message is sent and the side effects are performed upon the world. Furthermore, the agent state changes to the parameterized state indicated by the rule. For constraint of space for the detail of POS see Ref. [22].

6.4. POS architecture
The POS architecture consists of two specialized modules: a router and a library of interface routines named Router Interface Library. The Router gives an application a single interface to the network; provide both client and server capabilities, managing multiple simultaneous connections, and handing some POS interactions autonomously. The RIL is a programming interface between the application and the router, embedded in the application and has access to the applications tools for analyzing the content.

6.5. Negotiation process
After receiving an offer, the server of agent can do the following operations: accept; modify and reply; reject or terminate the negotiation. The process modeled by Petri net is shown in Fig. 3 [23].

6.6. Software implementation
The agent is implemented on AgentBuilder [24]. It utilizes high agent-oriented programming language and is appropriate for our purpose. By defining beliefs, actions and commitments of agent an agent is designed and activated. The designing of agent is in a modular fashion. The intelligent optimization and communication components of the agent are designed separately and then encapsulated together. Because AgentBuilder can support advanced language such as JAVA and C++, the modules of market forecast and analysis and the fuzzy controller logic Genetic Algorithm can be programmed separately and then integrated into the agent platform.

7. Conclusion
The opening up of power market requires new trading system. In this paper we propose such an intelligent agent-based platform for contract negotiation. In real market the negotiation process is very complex and it is impossible to get an impression of market situation and the opponent’s behaviors precisely, so in further research we are going to incorporate fuzzy logic in the platform to enhance its robustness.
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